ACT-R 7.26" Reference Manual
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Includes material adapted from the ACT-R 4.0 manual by Christian Lebiere, documentation on the
perceptual motor components by Mike Byrne and the Introduction is a shortened version of the ACT-
R description written by Raluca Budiu for the ACT-R web site.



Notice

The purpose of this document is to describe the current software. It does not generally describe the
differences from prior versions, but in places where such changes are significant some additional

information may be provided.
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Preface

This document is a work in progress. It started as the reference manual for ACT-R 7 and has been
updated to reflect the software for versions 7.x (where x > 5). All of the information has been
updated and should accurately reflect the operation of the new software, but there are some features
of the new system (as well as the older ones) which are not yet documented. The hope is that

although it is not yet complete, this working version will be of some use to ACT-R modelers.
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Introduction

ACT-R is a cognitive architecture: a theory about how human cognition works. Its constructs reflect
assumptions about human cognition which are based on numerous facts derived from psychology
experiments. It is a hybrid cognitive architecture — it has both symbolic and subsymbolic
components. Its symbolic structure is a production system and its subsymbolic structure is
represented by a set of massively parallel processes that can be summarized by a number of
mathematical equations. The subsymbolic equations control many of the symbolic processes, and are

also responsible for most learning processes in ACT-R.

Using ACT-R, researchers can create models that incorporate ACT-R's view of cognition and their
own assumptions about a particular task. These assumptions can be tested by comparing the results of
the model performing the task with the results of people doing the same task. By "results" we mean
the traditional measures of cognitive psychology: time to perform the task, accuracy in the task, and,

(more recently) neurological data such as those obtained from fMRI.

One important feature of ACT-R that distinguishes it from other theories in the field is that it allows
researchers to collect quantitative measures that can be directly compared with the quantitative

measures obtained from human participants.

ACT-R has been used successfully to create models in domains such as learning and memory,
problem solving and decision making, language and communication, perception and attention,

cognitive development, and individual differences.
Beside its applications in cognitive psychology, ACT-R has also been used in other fields including:

- human-computer interaction to produce user models that can assess different computer
interfaces

- education (cognitive tutoring systems) to "guess" the difficulties that students may have and
provide focused help

- computer-generated forces to provide cognitive agents that inhabit training environments

- neuropsychology, to interpret fMRI data.

For more detailed information, please refer to the description of the ACT-R theory in the paper "An

Integrated Theory of the Mind" (2004) which is available from the ACT-R web site at: http://act-
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r.psy.cmu.edu/papers/403/IntegratedTheory.pdf, or to the book “How Can the Human Mind Occur in

the Physical Universe?”.
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Document Overview

This manual is a guide and reference for the ACT-R 7.26 (and newer) software implementation. It is
not meant to be a tutorial or a textbook on the ACT-R theory or a “how to” on writing models using
ACT-R. The ACT-R Tutorial, which accompanies the software, is designed to introduce the theory
and techniques for modeling with ACT-R. This document is intended to be a compliment to the
tutorial, and it describes the components of the implementation, how they are connected, the

commands available to the user, and some recommended practices for use.

This manual is a reference for the ACT-R 7.26 (and newer) implementations only. It does not
describe mechanisms from older implementations nor does it thoroughly discuss how commands may

differ from similar commands in previous versions.
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General Software Description

The ACT-R software is written in ANSI Common Lisp. To use the remote capabilities of the
software will also require Quicklisp to load the following additional libraries: :bordeaux-threads,
:usocket, and :cl-json, but it can be loaded in a Lisp only mode which does not require Quicklisp. It

was implemented and tested using Allegro Common Lisp by Franz Inc. http://www.franz.com/ and

Clozure CL http://www.clozure.com/clozurecl.html. The remote capable version has also been tested

with LispWorks by LispWorks Ltd http://www.lispworks.com and SBCL http://sbcl.sourceforge.net/.

Although the necessary Quicklisp libraries are also available for ABCL http://common-

lisp.net/project/armedbear/, there appears to be some problem with the socket implementation which

prevents it from working. However, ABCL will work in the Lisp only mode as will Embeddable
Common-Lisp https://common-lisp.net/project/ecl/. If you have problems loading or running ACT-R
in any Lisp please contact Dan Bothell (db30@andrew.cmu.edu) with the details. We also make the

ACT-R system available as a standalone application for those that do not have or do not want to
install Lisp software. The standalone versions include a command line only version of Clozure CL
and thus are as complete a system as one has when using the ACT-R source code, but it may not be
as easy to use as a Lisp which has a nice IDE or which is used through an interface like SLIME,
SLIMV, or with the Inferior Lisp mode of Emacs. The software is also available bundled into a
Docker container that includes SBCL as the Lisp running ACT-R and a Jupyter Notebook server

along with pages that provide the Python commands for running all of the tasks in the tutorial.

It is not necessary for one to be a Lisp programmer to be able to use ACT-R. However, because
ACT-R is running in Lisp and the ACT-R model files are written using Lisp syntax, some familiarity
with basic Lisp constructs can be helpful. An introduction to Lisp is beyond the scope of this
document, but there are many introductory Lisp books available as well as many online resources.

Two online resources where you can find additional information about Lisp are The Association of

Lisp Users and CLiki, the Common Lisp wiki.

In versions of ACT-R prior to 7.6, the only means of interacting with ACT-R was through the Lisp
read-eval-print loop (a command line interface) and a set of GUI tools called the ACT-R
Environment (which is described in its own manual). While those are still available, this version of
the software also contains an RPC (remote procedure call) system which allows one to interact with
the software from external systems as well. The controller for that RPC system will be referred to as
the dispatcher. Not all of the commands are currently available through that remote interface (which

is described in detail in a separate document), but those that are will be noted in this manual.
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Also, included with the ACT-R tutorial materials is a Python module (in the Python usage of the term
module — not the ACT-R usage) which provides access to all of the ACT-R commands necessary for
running the tutorial’s experiments and interacting with ACT-R from an interactive Python session.

Information on using that interface are included in the tutorial.

Licensing

The ACT-R software is provided under the LGPL license version 2.1, which can be found in the docs

directory of the distribution.

Case sensitivity

Generally the names of items in ACT-R are not case-sensitive. However, the one exception to that is
that the names of commands accessed through the RPC interface are case sensitive, but the names of
ACT-R elements passed to those commands through the RPC interface are still case insensitive. In
addition to that, names provided through the RPC may not necessarily be returned in the same case as
provided. The ACT-R software typically upcases names, but that is not guaranteed and no

assumptions should be made about the case of names for ACT-R elements.

When using the ACT-R source code one should only use an ANSI compliant case insensitive Lisp
system. A Lisp like the “modern mode” version available with ACL may result in problems when
trying to use ACT-R and a warning will be displayed if the software is loaded into such a system to

indicate that problems could occur.

Functions vs. Macros

When working from Lisp many of the ACT-R user commands are implemented as macros which do
not evaluate their arguments. This makes it generally easier to work with the ACT-R software
without having to worry as much about Lisp syntax, but does mean that if one wants to use ACT-R
commands programmatically, more effort is required to either explicitly evaluate the macro command
with its arguments or to use a corresponding ACT-R function. Most of the macro based ACT-R
commands also have a corresponding function which will have the same name, but with a —fct
appended to it e.g. add-dm and add-dm-fct. The functions occasionally require a slightly different
specification of the parameters relative to the macro, for example requiring that a list of items be
provided instead of just specifying an arbitrary number of items. A command’s description and

examples will indicate any such differences.
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Compatibility issues

There are a few minor issues with particular Lisp versions that require some patches in the ACT-R
code. Those changes are described here because it may affect other Lisp code which one writes in

those Lisps while using ACT-R.

Two such issues occur with SBCL. The first is that the internal SBCL code already defines a
function called reset. To fix that the ACT-R code just shadows the reset function. The other patch
for SBCL occurs for the Windows version of the directory function because it does not handle
wildcard characters in the same way as other Lisps (or even other OS versions of SBCL). Again, to
address this the default function is shadowed with one in the ACT-R code which handles things as

needed.

There is one such issue with CLisp because it has a function named execute defined internally. The

fix for that is to shadow the internal function with the one defined in ACT-R.
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Notations in the Documentation

Commands

This document will use the term command to refer to the operators that are provided for using ACT-
R as well as those that are created by users either in Lisp or made available remotely through the
dispatcher. The commands described in this document will typically be functions, macros, or
methods written in Lisp, but many are also available from outside of Lisp through the dispatcher. If a
command has a remote version available that will be noted in the description along with any

differences that may occur when used remotely.

Signals

A subset of the commands available through the dispatcher do not perform any actions and only exist
for monitoring purposes. Those commands are referred to as signals. There are many signals
generated by the software, and they are used to indicate a variety of things both for the underlying
software and for the operation of the running cognitive models. The signals will be described along

with the other commands in the appropriate sections.

Command Syntax

When describing a command’s syntax the following conventions will be used:

items appearing in bold are to be entered verbatim

- items appearing in italics take user-supplied values

- items enclosed in {curly braces} are optional

- items enclosed in [square brackets] represent possible options each separated by a |

- (parentheses) denote that the enclosed items are to be in a list

- * indicates that any number of items may be supplied including zero

-+ indicates that one or more items may be supplied

- -> indicates that calling the command on the left of the "arrow" will return the item to the
right of the "arrow"

- ::= indicates that the item on the left of that symbol is of the form given by the expression on

the right
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These additional indicators will be used when describing the syntax of commands available through
the remote interface and in the documentation strings provided with commands available through the

dispatcher.

- <angle brackets> denote an options list for providing optional named parameters to a
command and the available parameter names and values are indicated between the angle
brackets separated by ,

- 'single quotes' around one or more parameters indicate that those parameters use the
additional string encoding noted below

- /slashes/ bracketing an item in a documentation string mean the value between the brackets

must be provided explicitly (like a bold entry in this document)

Generalized Boolean

In the description of some commands it will describe a parameter or return value as a “generalized
boolean”. What that means is that the value is used to represent a truth value — either true/successful

or false/failure. If the value is the symbol nil (or the remote equivalent as described below) then it

represents false. All other values represent true. When a generalized boolean is returned by one of
the commands, one should not make any assumptions about the returned value for the true case.
Sometimes the true value may look like it provides additional information, but if that is not specified
in the command’s description then it is not guaranteed to hold for all cases or across updates to the

command.

Command Identifier

In the description of some commands it will describe a parameter or return value as a “command
identifier” or “command id”. That means the value represents a command which can be called. That
can be provided either as a string which names a command made available through the dispatcher or

a symbol naming a function in Lisp. Additionally, if one is using the software in the Lisp only mode

then it can also be a Lisp function object (typically indicated with the # syntax or returned from the
lambda function). Lisp function objects are not allowed as command identifiers in the normal system

because they cannot be transmitted through the remote interface.

Name

When working with ACT-R the items in the system are typically accessed by a name instead of

directly accessing the underlying representation. The names of ACT-R items are represented as
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symbols in Lisp because that typically does not require using any additional syntax to specify one
when working with the Lisp interface. However, because symbols are not a native type in other
languages, names must be specified using strings when accessing ACT-R items remotely. The names
of ACT-R items are not case-sensitive. When a command description indicates that a name is
required that must be either a Lisp symbol or a string, and in most cases when calling a command

directly in Lisp a symbol must be used instead of a string.

Remote commands

When a command is available for use through the RPC interface the name of the command to access
it and any differences in the parameters for using it through the RPC interface will be described. One
general issue to note is that many of the items provided through the RPC interface will be in strings
since Lisp symbols are not a valid data format for the communication protocol (nor in most other
languages from which the RPC will likely be accessed). That is true for values that are being passed
into ACT-R commands as well as any values that they return. When the strings refer to the names of
ACT-R constructs (chunks, productions, modules, etc) they are not case sensitive and no assumptions
should be made about the case of any result e.g. just because the Lisp being used is upcasing symbol
names does not guarantee that all strings of names returned through the RPC interface will be upper

case.

Embedded Strings

For some commands in Lisp either a symbol or a string could be provided and that distinction would
be important (for example in a slot value of a chunk). In those cases a special syntax is required for
the strings sent through the RPC interface to distinguish a string containing a name from a value
which should be treated as just a string. The special syntax for that is to mark the item which should
be a string instead of a name with an additional bracketing of single quotes inside the string e.g.
"chunk1" would represent the symbol chunk1 but "'chunk1™ would represent the string "chunk1". If
a command requires this addition syntax for differentiating names (symbols) from strings it will be
noted, otherwise the assumption is that all strings will be converted to symbols coming into ACT-R
commands and symbols will be converted to strings when returned from ACT-R commands that are

sent through the remote interface.

Transmission Protocol

The underlying format for the data sent through the remote interface is JSON. When dealing with the
Lisp symbols t or nil as return values from ACT-R commands, they will be converted to the JSON
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values of true and null respectively. When truth values are passed into an ACT-R command through
the RPC it will convert the JSON value of true to the Lisp symbol t and both the JSON values false
and null will be converted to the Lisp symbol nil.

Examples

When examples are provided for the commands they are shown as if they have been evaluated at a
Lisp prompt. The prompt that is shown prior to the command indicates additional information about

the example. There are three types of prompts that are used in the examples:

- A prompt with just the character >’ indicates that it is an individual example — independent
of those preceding or following it.

- A prompt with a number followed by >, for example “2>” means that the example is part of
a sequence of calls which were evaluated and the result depends on the preceding examples.
For any given sequence of calls in an example the numbering will start at 1 and increase by 1
with each new example in the sequence.

- A prompt with the letter E preceding the ‘>’, like this “E>”, indicates that this is an example
which is either incorrect or was evaluated in a context where the call results in an error or

warning. This is done to show examples of the warnings and errors that can occur.
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ACT-R Software Distribution

There are two primary means of acquiring the ACT-R software. The first is from the ACT-R web

site http:/act-r.psy.cmu.edu. The software page of the web site has the most recently released
version of ACT-R available as either a .zip of the source files or built into a standalone application
for Linux, Mac OS, or Windows. The released versions have been tested against the reference
models and the output of the models should be consistent with respect to what is printed in the
tutorial. New releases are made when there are significant updates or patches and typically happen
two or three times a year. The other method for acquiring the software is via version control software

called Subversion. More information on Subversion can be found at http://subversion.apache.org/.

The ACT-R archive is located at <svn://act-r.psy.cmu.edu/actr7.x>. The Subversion archive contains
the most up to date version of ACT-R, and often contains minor changes or bug fixes not yet
available in a released version. Note however that the minor changes made to the sources available
through Subversion are not all tested thoroughly against the tutorial models and there may be

discrepancies with respect to the tutorial or other documentation until the next released version.

It is also possible to get a Docker container with ACT-R and supporting applications in it from

Docker Hub by pulling the db30/act-r-container or going to https://hub.docker.com/r/db30/act-r-
container. No software other than Docker is needed to run that version. This version of the software
is still a work in progress but should be fully functional. It may also lag slightly behind the most

recent release from the website.
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Distribution Contents

The ACT-R distribution consists of: the Lisp source code files which implement ACT-R, the ACT-R
Environment application along with its corresponding Tcl/Tk source code files, the ACT-R Tutorial
unit texts and models, documentation for the software and tools, examples showing some advanced
capabilities not covered in the tutorial, and some extensions of the system which are not included by
default. All of the files are distributed in a single directory, called actr7.x, which contains four files
and several subdirectories. The files are load-act-r.lisp which is the file that should be loaded to load
the main ACT-R software (see Loading and Running the ACT-R System), load-single-threaded-act-
r.lisp which loads a special “Lisp only” version of the software (see Single-threaded mode),
recompile-act-r.lisp which can be used to force the software to be recompiled if one makes changes to
any of the source code (see Recompiling), and a file called readme.txt which contains some
information about the distributed files. Here is a listing of the subdirectories along with a general

description of their purpose and some of their specific contents.

Subdirectories

commands
This directory contains the Lisp code for user commands for some of the central modules. One

feature of this directory is that any file with a .lisp extension placed into this folder will be compiled

and loaded with the rest of the system.

core-modules
This directory contains the Lisp code that defines the modules which instantiate the main ACT-R

system described in the theory. They are assumed to always be available, but are not absolutely
required. The core modules are Procedural, Declarative, Goal, Vision, Auditory, Motor, Speech, and

Imaginal and are all described in this manual.

dev-tools
This directory contains subdirectories with the scripts that are used to build the distribution bundles

as well as the standalone applications. It is not intended for users and is only included in the

subversion repository — not in the distributed software releases.

devices
This directory previously contained subdirectories where one could provide the implementation of

devices for ACT-R which can interact with particular Lisps’ GUI components. The overall notion of
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a device for ACT-R has changed as of ACT-R 7.6 to better support remote interactions, and thus the
current version only contains a generic virtual system for models to use. [However, the Lisp specific
implementations from prior versions of ACT-R may be updated and included in the future.] The

details on creating and using devices is described later in this manual and there is also an additional

manual with documentation on using the virtual GUI components implemented with the provided
device called the AGI (ACT-R GUI Interface).

docs
This directory contains the documentation files for ACT-R. They include details on using the system,

as well as documents describing particular features. Most are either Microsoft Word documents (.doc
files) or PDFs depending on how the files were acquired (the Subversion repository holds the .docs
but they are converted to .pdf for the releases found on the website). Here are descriptions of some of

the files found there:

- AGI
0 The manual for the AGI tools.
- compilation.xls
0 An Excel Spreadsheet that is used to define the operation of the production
compilation mechanism for different buffer styles.
- EnvironmentManual
0 A manual for the GUI tools provided by the ACT-R Environment application.
- LGPL.txt
0 The Lesser Gnu Public License text. That is the license under which the ACT-R
software is distributed.
- QuickStart.txt
0 A text file with instructions on how to load ACT-R and start the ACT-R Environment.
- reference-manual
0 This document.
- remote
0 A document which describes the underlying details of the remote interface.
- Task_Interfacing
0 A document indicating some issues to be aware of when building and working with

devices in ACT-R which connect to real GUI items or external systems.
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In the subversion repository (but not the released versions) there is also a subdirectory called notes
which contains some files with historical documentation on utility learning and production
compilation as well as some files that contain information which is useful for development purposes

(not generally applicable to users).

environment
The environment directory contains all of the files necessary for using the ACT-R Environment.

There are several items in this directory: Lisp files that provide the internal support for the tools, the
Environment applications for Linux, Mac OS X, and Windows, and a gui directory that contains the

Tcl/Tk files used by the Environment application.

examples
Several Lisp files and directories which contain examples of using more advanced components of the

software like multiple models, visual tracking, creating new visual features, making remote
connections in various languages (currently C, Lisp, Java, MATLAB, Node.js, Python, R, and Tcl/tk

examples available), and adding new modules (both locally in Lisp and remotely from Python).

extras
The extras directory contains additional modules and other files that have been contributed to the

distribution, but which are not part of the default ACT-R system and are not loaded by default. Each
addition is included in its own subdirectory and directions for using the extension should be found
within the files themselves or the documentation which accompanies them. For most of the extras
there is a command which can be added to a model file to load the file(s) necessary to use that extra

automatically described in the loading extra components section.

framework
The framework directory contains the Lisp files that define the software framework upon which the

ACT-R system is based. The software framework is a basic discrete event simulation system that

was designed to implement ACT-R, but is not itself a part of the ACT-R theory.

modules
The modules directory contains Lisp files which implement additional modules which are loaded into

the default ACT-R system. As with the commands directory, any files with a .lisp name placed into

this directory will be loaded automatically when ACT-R is loaded.
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other-files
This directory contains Lisp files that add additional tools for ACT-R. Like the commands and

modules directories, any file with a .lisp extension placed into this directory will be automatically

loaded with the system.

support
The support directory contains Lisp files that may be needed for certain Lisp implementations, by

certain modules of the system, or for particular extensions or tools. These files are loaded when
required by other files. Files with a .lisp name placed here can be compiled and loaded when needed

using the require-compiled command.

test-models
This directory contains tasks and models from the ACT-R tutorial (in both Lisp and Python), other

model and task files, and files of the expected output for the tests. These are used for regression

testing the software and this directory is only available via subversion.

tools
The tools directory contains Lisp files that define additional functions and tools for ACT-R. Like the

commands and modules directories, all files with a .lisp name placed into this folder will be

automatically loaded.

tutorial
The tutorial directory contains several subdirectories. There are directories for each of the units in

the tutorial, and also directories for implementations of the experiments used in the tutorial for
different languages (currently Lisp and Python). Each unit consists of a text on a particular aspect of
ACT-R, one or more demonstration models, a partial model which provides a starting point for an
assignment, a text describing the code that implements the tasks for the models in that unit, and in
some units there is an additional text with more details on using the ACT-R software and how to

debug models along with a broken model to work through the debugging process.

user-loads
The user-loads directory contains no files in the distribution. It is provided as a place for users to add

files which will be loaded automatically after ACT-R has finished loading and initializing. All of the
files in the user-loads directory with a .lisp name will be compiled and loaded in order based on the
file names sorted using the Lisp string< function. Because this occurs after the system has been

initialized it is safe to put a model file into this directory.
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Loading and Running the ACT-R System

To start ACT-R from source code all one needs to do is load the load-act-r.lisp file into a Lisp which
also has Quicklisp installed. That will load all of the necessary files for ACT-R. The file should only

be loaded into a given Lisp session once.

The files are compiled before loading and that may generate some warnings from the compiler.
Those warnings can usually be safely ignored. The files are only compiled the first time you load
ACT-R. The compiled files are saved with the source files and on subsequent loadings there is no
need to recompile everything. Thus, on all loadings after the first one, it should load faster and
produce fewer warnings, but there may be times when you need to have files compiled again and that

is described in the section below.

Single-threaded mode

If one does not need to use the remote connection ability and is not accessing ACT-R commands
from other threads in Lisp then the load-single-threaded-act-r.lisp file may be used instead. When
that file is loaded Quicklisp is not necessary and the system generally runs faster without the need to

support the remote interface.

ACT-R version details

Once the loading of the ACT-R code is complete, you will see a print out describing the current
version of ACT-R that has been loaded. That is indicated by the line that starts with Software

followed by a version description. That will take one of two general forms:

ACT-R 7 Version Information:
Software : 7.6.1-<internal>

or

HHHHRHHHBHHHHHBHHHBHH B H R R R R
ACT-R 7 Version Information:
Software 1 7.6.1-<2496:2018-01-11>

The first number, 7 in this case, indicates the current version of the ACT-R cognitive architecture.
That will be followed by one or two digits (separated by periods) indicating the specific version of
the software that implements ACT-R, and then a hyphen and a tag in angle brackets which describes

where that code came from. If the tag says “internal” that means that it was not a released version of
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the software and it was likely checked out from the subversion repository. For an official release of
the software the tag will indicate which specific repository revision it contains followed by a colon
and then the date on which the release occurred (the above example indicating that it is repository
revision 2496 and was released on January 11th, 2018). If it is a standalone version there will be an

additional letter after after the revision number indicating the OS for which it was built.

The digits representing the software version will be updated when a significant change (not minor
maintenance or bug fixes) to the software occurs. A significant change which does not affect the
operation of existing models (which would usually be an addition of a new capability or extension of
an existing one) will result in an increment of the second version number or setting the second
version number to 1 if it doesn’t currently have one. A change which may affect the operation of

existing models will cause the first version number to be incremented.

That means models written for version 7.A.B should run the same in any version 7.A.C where C is
greater than or equal to B (where B is considered to be 0 if it does not exist) i.e. within a given major
version (the A) models can be expected to run the same in any version after the one in which they
were initially created but not necessarily those before because those prior versions may be lacking in
some new feature or capability. Whereas a model written for major version A is not guaranteed to

run the same in any different major version — it might still work the same but that is not guaranteed.

In a later section there are additional details on how one can test the current version information if
needed, and it also describes a command which can be placed into a model file to warn users if the
version of ACT-R being used may not be compatible with the version for which the model was

written.

Component and Module versions

After the ACT-R version has been printed there will be a listing of all the components and modules
that are currently defined in the software along with their versions and brief descriptions. That will
look like this:

Components
AGI 5.0 Manager for the AGI windows
Modules

AUDICON-HISTORY : 3.0 Module to record audicon changes.
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The version information for a module is not as structured as the overall ACT-R version, but generally
a change in the major version number for a module indicates a significant change that likely affects
the compatibility with existing models/code (and would trigger a corresponding change in the ACT-R
version). Whereas a minor version number change can occur for many reasons, but typically does

not affect the existing functionality of the module.

The module details will be followed by a line that looks like this:

#i#H##### Loading of ACT-R 7 is complete #########

At that point, all of the ACT-R code has been loaded and if there are no user provided files to be

loaded the software is ready to use.

User Load files

If there are any files in the user-loads directory then there will be at least two additional lines

displayed. The first will be:

#i#H##### Loading user files #########

That will be followed by any information displayed while the files in that directory are compiled and
loaded. After all of those files have been loaded this will then be displayed:

#itt###t User Tiles loaded ##t###H##HtH

The software is then ready to use.

Lisp Compiler Optimizations

Normally, when ACT-R compiles its files it uses the current optimization settings of the Lisp.
However, if :actr-fast is on the features list when load-act-r.lisp is loaded it will apply these settings

before compiling the ACT-R sources:

(proclaim '(optimize (speed 3) (safety 1) (space 0) (debug 0))))

and those settings will remain after the loading is finished. With those settings ACT-R should run
faster, but how much faster will vary from Lisp to Lisp. If the ACT-R source files were compiled
without the switch then setting the switch and recompiling them will be required to see the improved

performance.

Logical Host
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As part of loading ACT-R a logical host of “ACT-R” is defined which maps to the directory where
the load-act-r.lisp file is located. That logical host is available for use by the user, and it can be
useful when working with the tutorial to load the tutorial models. Here is an example which will load

the count model from unitl (assuming that one has not moved the tutorial files):

> (load "ACT-R:tutorial;unitl;count.lisp")
; Loading C:\Users\db30\Desktop\actr7\tutorial\uniti\count.lisp
T

Note however that some Lisps will not allow a logical pathname to be passed to commands like load

and one will have to translate that into a physical pathname using translate-logical-pathname:

> (load (translate-logical-pathname "ACT-R:tutorial;unitl;count.lisp"))
; Loading C:\Users\db30\Desktop\actr7\tutorialluniti\count.lisp
T

To avoid having to explicitly translate the pathname, there is a function provided which performs
those two steps, and two additional functions which will optionally compile a file as well which can

also be used remotely.

actr-load

Syntax:
actr-load pathname -> [load-return-value | nil ]
Arguments and Values:

pathname ::= a string or pathname indicating the location of a file to load
load-return-value ::= a generalized boolean returned from calling the load command

Description:

The actr-load function takes one parameter which is the pathname to a file to be loaded. It will first
use the Lisp function translate-logical-pathname to create a physical pathname to the file and if that

file exists it will be loaded and return the result of the load function call.
If the file does not exist then a warning is printed and nil returned.
Examples:

> (actr-load "ACT-R:tutorial;unitl;count.lisp")
T

E> (actr-load "ACT-R:tutorial;unitl2;no-file.lisp")
#|Warning: File #P"C:\\actr7.x\\tutorial\\unit12\\no-file.lisp" does not exist.|#
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NIL

load-act-r-model/load-act-r-code

Syntax:

load-act-r-model pathname {compile} -> [ t | nil ]
load-act-r-code pathname {compile} -> [ t | nil ]

Remote command names:

load-act-r-model
load-act-r-code

Arguments and Values:

pathname ::= a string or pathname indicating the location of a file to load
compile ::= a generalized boolean indicating whether to compile the file before loading

Description:

The load-act-r-model and load-act-r-code commands take one required parameter which is the
pathname to a file to be loaded. They use the Lisp function translate-logical-pathname to create a
physical pathname to the file. If such a file exists and the optional parameter is not provided or is nil
then they will attempt to load that file. If the optional parameter is provided as a non-nil value then
that file will be compiled and the resulting compiled file will attempt to be loaded. While loading
and compiling the file these commands will capture all of the output which is generated and that
output will be output to the ACT-R warning trace when complete under a line which says “Non-
ACT-R messages during load of pathname:”. These commands also trap any errors which occur
during the compiling and loading and will terminate if an error occurs and output the details of the

error to the warning trace.
If the file is successfully compiled and loaded then a value of t is returned otherwise they return nil.

Only one instance of each of these commands can be operating at a time as a safety measure since
they are available through the remote interface. If a second call is made to one of them before a
current call completes (regardless of the origin of that ongoing call) it will report an error and return

nil.

Examples:

NOTE: The tutorial unit task implementation files like demo2.lisp or demo2.py include a call to load-
act-r-model to load the corresponding model file for the task. The last error output shown indicates a
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result of T because the warning was generated by the call to load-act-r-code that is in the provided
file (the model file could not be loaded with load-act-r-model) but the demo2.lisp file itself was
successfully loaded.

> (load-act-r-code "ACT-R:tutorial;lisp;demo2.lisp")
#|Warning: Non-ACT-R messages during load of "ACT-R:tutorial;unit2;demo2-model.lisp":
; Loading C:\Users\db30\Desktop\actr7.x\tutorial\unit2\demo2-model.lisp

| #
#|Warning: Non-ACT-R messages during load of "ACT-R:tutorial;lisp;demo2.lisp":
; Loading C:\Users\db30\Desktop\actr7.x\tutorial\lisp\demo2.1lisp

| #
T

> (load-act-r-code "ACT-R:tutorial;lisp;demo2.1lisp" t)
#|Warning: Non-ACT-R messages during load of "ACT-R:tutorial;unit2;demo2-model.lisp":
; Loading C:\Users\db30\Desktop\actr7.x\tutorial\unit2\demo2-model.lisp

| #
#|Warning: Non-ACT-R messages during load of "ACT-R:tutorial;lisp;demo2.lisp":
;15 Compiling file C:\Users\db30\Desktop\actr7.x\tutorial\lisp\demo2.lisp
;15 Writing fasl file C:\Users\db30\Desktop\actr7.x\tutorial\lisp\demo2.fasl
;7 Fasl write complete
; Fast loading C:\Users\db30\Desktop\actr7.x\tutorial\lisp\demo2.fasl

| #
T

E> (load-act-r-model "ACT-R:tutorial;unitl2;no-file.lisp")

#|Warning: Error "Error #<SIMPLE-ERROR File \"ACT-R:tutorial;uniti12;no-file.lisp\" which
translates to #P\"C:\\\\Users\\\\db30\\\\Desktop\\\\actr7.x\\\\tutorial\\\\unit12\\\\no-
file.lisp\" does not exist.> occurred while trying to evaluate command \"load-act-r-
model\" with parameters (\"ACT-R:tutorial;uniti2;no-file.lisp\" NIL)" while attempting to
evaluate the form ("load-act-r-model" "ACT-R:tutorial;unitil12;no-file.lisp" NIL) |#

NIL

E> (load-act-r-model "ACT-R:tutorial;lisp;demo2.lisp")

#|Warning: Error "Load-act-r-model currently loading a model" while attempting to evaluate
the form ("load-act-r-model" "ACT-R:tutorial;unit2;demo2-model.lisp" NIL) [#

#|Warning: Non-ACT-R messages during load of "ACT-R:tutorial;lisp;demo2.lisp":

; Loading C:\Users\db30\Desktop\actr7.x\tutorial\lisp\demo2.1lisp

| #
T

Load order

For those considering adding extensions or just having files loaded automatically, the files and

directories are loaded in the following order:

- framework directory files in a predefined order
- core-modules directory files in a predefined order

- all .lisp files from the commands directory in no particular order

39



- the virtual device files
- any Lisp specific device files
- all .lisp files from the modules directory in no particular order
- all .lisp files from the tools directory in no particular order
0 the ACT-R Environment files are loaded as part of this step
- all lisp files from the other-files directory in no particular order
- all .lisp files from the user-loads directory in order with the file names sorted using the Lisp

string< function.

Recompiling

If one of the source files in the distribution changes (the date on the .lisp file is newer than the date on
the compiled version of that file) then it will automatically be recompiled the next time it is loaded.
However, there may be times when you need to force all of the ACT-R files to be recompiled. For
instance, if you upgrade or change your Lisp system you will likely need to recompile everything.
Also, if you get an update to your current set of ACT-R files it is often best to force a recompile the
next time you load it because there may be some interdependencies that will require more than just

the updated file to be recompiled.

To force ACT-R to recompile all of its files you can add the :actr-recompile switch to the features list

which can be done with this call before loading the load-act-r.lisp file:

(push :actr-recompile *features*)

Alternatively, you can load the recompile-act-r.lisp file which will add that feature and then load the
main ACT-R load file.

If you change which load file is used relative to the version that was loaded previously (from load-
act-r.lisp to load-single-threaded-act-r.lisp or vice-versa) then it will also automatically recompile all
of the files.

There is also a feature switch called :dont-compile-actr which will prevent the loader from compiling
any of the files and instead just load the existing compiled files. This overrides the :actr-recompile
switch. This is likely not useful for users of the system, but can be helpful when testing or upgrading
the ACT-R software itself.

Packaging
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By default, the ACT-R files are loaded into which ever package is current at the time they are loaded
i.e. there are no package specifications. However, there are two features which can be set that will
change the package into which ACT-R is loaded. If the ACT-R files have been compiled previously,
then it will be necessary to also force the recompiling of the sources when changing the package into
which they are loaded. Note that these options may not work properly in all Lisps since there may be
differences in how other default packages are defined — please contact Dan if you have any problems

or questions with using the packaged ACT-R code.

Clean
The first option is to add the :clean-actr switch to the features list before loading. That will force the

files to be loaded into the :cl-user package in most Lisps (the only exception is that in ACL with the

IDE it will load them into the :cg-user package).

Packaged
The other option is to add the :packaged-actr switch to the features list. That will create a new

package called :act-r when the load-act-r.lisp file is loaded and the ACT-R code will be loaded into
that package. Nothing is exported from that package by the ACT-R code.

Requiring files

Files placed into the support directory of the distribution can be compiled and loaded when needed by
using an ACT-R extension of the Lisp require function.

require-compiled

Syntax:

require-compiled lisp-module-name {pathname} -> [load-return-value | nil ]

Arguments and Values:

lisp-module-name ::= a string containing the name of a Lisp module (the value provided in the file)
pathname ::= a string or pathname indicating the location of a .lisp file which provides the module
load-return-value ::= a generalized boolean returned from calling the load command

Description:

The require-compiled function has one required parameter and one optional parameter. The required
parameter is the Lisp module name string as would be passed to the require function (note this is not

the same as an ACT-R module name). The optional parameter is the pathname to the file to be
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loaded. If the pathname is not provided, then it will try to load the file with the module name given
(converted to all lowercase characters) and a .lisp type from the ACT-R support directory. In the
ACT-R source code files, only those in the support directory use the provide function to specify a

module name for use in requiring.

The reason for using require-compiled compared to just loading the file directly is that require-
compiled will only compile and load the file if it has not been loaded previously, the previously
compiled version was from a different ACT-R mode, or the mode under which the previous version
was compiled is unknown. That way one can specify that a particular support file is necessary in
multiple files and only the first one will actually compile and load it. The differences between this
and the Lisp require function is that this will guarantee that the file is compiled instead of just being
loaded and the optional pathname for this function must be a single pathname instead of a list of

pathname designators.

If the file is compiled and loaded the return value will be the one returned by that load. If it does not

need to be compiled and loaded it will return nil.

To go along with the intended use of this command there is another logical host created when ACT-R
is loaded called “ACT-R-support” which refers to the support directory of the current ACT-R source

code tree.

Examples:

1> (require-compiled "TIME-FUNCTIONS")

;55 Compiling file C:\Users\db30\actr7.x\support\time-functions.lisp
;575 Writing fasl file C:\Users\db30\actr7.x\support\time-functions.fasl
;7 Fasl write complete

; Fast loading C:\Users\db30\actr7.x\support\time-functions.fasl

T

2> (require-compiled "TIME-FUNCTIONS")

NIL

> (require-compiled "CENTRAL-PARAMETERS" "ACT-R-support:central-parameters")
NIL
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Overall Software Design

The ACT-R software is composed of three major subsystems. From the perspective of the user, they
operate together to implement “ACT-R”, but it is important to note that not everything in the software

is a representation of elements of the ACT-R cognitive architecture.

The first subsystem is a discrete event simulation system which controls the timing and coordination
of operations within ACT-R. It was designed to provide all of the support necessary to implement
the current ACT-R theory, but is not itself a part of the theory. It defines the abstractions and tools

which underlie the operations of the system, namely a meta-process, a model, a module, a

component, a buffer, a chunk and a parameter. Some of those items are elements of the theory of

ACT-R, for example buffers and chunks, but their specific implementation in the software is not

prescribed by the theory.

The next subsytem is the RPC server which provides the remote interface for the system to interact
with other software (typically referred to as the dispatcher). This is not a component of the ACT-R
cognitive architecture and is purely a construct for the software implementation. As part of providing

the external interface, the dispatcher is also used to coordinate the output of the system in a way that

makes it available remotely. Many of the commands described in this manual are available remotely
through the dispatcher. When that is the case, the remote name and any additional details needed will
be described with the command. However, this document does not describe the operation of the
underlying RPC system itself. That information is found in the document called remote in the docs

directory.

The last subsystem is the set of modules that instantiate the theory of ACT-R. These modules contain
the components that are used to model human cognition as described in the paper “Integrated Theory
of the Mind” and the book “How Can the Human Mind Occur in the Physical Universe?”. The
actions and timing profiles generated by these modules when a model is run are the actual predictions
of the theory. Anything else, for instance the actual time it takes the software to run the simulation, is
not based on the theory. Those distinctions can be important so that the modeler appropriately
differentiates what is a psychological claim of a model and what is just a consequence of the current

software implementation.
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Model files

Generally, when working with ACT-R one will generate text files that contain the description of a
model which will be loaded into the ACT-R system. This is not the only way to develop models in
ACT-R, but is by far the most typical usage.

An ACT-R model file is a text file of Lisp source code. It can be generated in any text editor.
Because it will be loaded into Lisp it must be syntactically correct Lisp code. Thus, it can be useful to
use an editor that helps with that. The editors built into the GUI based Lisp systems (like CCL on a
Mac, LispWorks, or ACL with its IDE) are good choices if using such a Lisp, but if not, an editor like

Emacs which has automatic Lisp indenting and parentheses matching can also help.

A typical model file will have the following structure:

(clear-all)
{supporting Lisp code}

(define-model model-name
(sgp {parameter value}*)
{chunk-type definitions}
{initial chunks are defined}
{productions are specified}
{any additional model set-up commands}
{additional model parameter settings}

The ACT-R commands shown above and the model components referenced (chunk-types, chunks,
and productions) will be described in detail in later sections of this document, but for now here is a
basic description of what the components of the model file do (information on creating and using

models is covered in the ACT-R tutorial).

- (clear-all)
The clear-all command completely resets ACT-R’s state to a clean slate. This does not have to be
the first thing in the file, but it should occur before defining any models.

- {supporting Lisp code}
Since the model file will be loaded into ACT-R (which is running in Lisp) it can be convenient to
also create the experiment/task for the model in Lisp along with the actual ACT-R model, and
sometimes one may also want to extend or modify the operation of the ACT-R system by
providing support functions for things like generating similarity values dynamically.

- (define-model model-name
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The define-model command is used to specify exactly what constitutes the components of the
model and to give it a name for reference. Everything between the name specified for the model
and the closing parenthesis of this command are considered the model’s initial configuration. The
commands are processed sequentially from left to right (which would be top down if spread over
multiple lines as shown above).

(sgp {parameter value}*)
The sgp command is used to set parameters that control the general operation of the system. This
is typically the first command in the model’s definition so that all of the conditions are properly
set before anything else occurs.

{chunk-type definitions}
Descriptions are given for declaring the configuration of slots that will be used in the chunks in the
model.

{initial chunks are defined}
The initial chunks for the model are created and typically placed into the model’s declarative
memory.

{productions are specified}
The productions that control how the model will act are usually specified after the chunk-types

and chunks have been defined.

{any additional model set-up commands}
Any other commands necessary to configure components of the model or modules are specified.

{additional model parameter settings}

Parameters for chunks and productions specified above are set.

The define-model call is ended with a closing parenthesis.
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ACT-R Output

The output of ACT-R is coordinated through signals. All of the ACT-R output commands result in
the generation of a signal with the corresponding output in a string. There are four output signals
which can be monitored through the dispatcher for displaying the various types of ACT-R output. By
default, all of the output signal strings are sent to *standard-output* for display in Lisp. That output
can be disabled and reenabled using commands described below. The commands for generating

output are described in a later section.

Commands & Signals

general-trace

Signal:

general-trace output-string

Arguments and Values:

output-string ::= a string containing output from an ACT-R output command
Description:

The general-trace signal is used to provide ACT-R output which is not dependent upon there being a

current model.

model-trace

Signal:

model-trace output-string

Arguments and Values:

output-string ::= a string containing output from an ACT-R output command
Description:

The model-trace signal is used to provide ACT-R output from a model. That output is controlled by
the :v parameter in the printing module for that model.

command-trace
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Signal:

command-trace output-string

Arguments and Values:

output-string ::= a string containing output from an ACT-R output command

Description:

The command-trace signal is used to provide ACT-R output from a model. That output is controlled

by the :cmdt parameter in the printing module for that model.

warning-trace

Signal:

warning-trace output-string

Arguments and Values:

output-string ::= a string containing output from an ACT-R output command
Description:

The warning-trace signal is used to provide ACT-R output which indicates a warning or error has

occurred. Some warnings can be suppressed through the :model-warnings parameter in the printing

module for a model.

echo-act-r-output

Syntax:

echo-act-r-output -> name

Arguments and Values:

name ::= a string containing the name of the command which is used to monitor the output signals
Description:

The echo-act-r-output command is used to route all of the output generated by ACT-R to *standard-
output* in Lisp. When it is called, first it removes any existing output signal monitors which were
previously created by echo-act-r-output. Then it generates a new name for a command to use to print

output to the current *standard-output*. That new command is then set to monitor all four of the
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output signals: model-trace, command-trace, warning-trace, and general-trace. It returns the name of

the command which it created.

This command is called during the loading of ACT-R which means that all of the output is displayed
by default.

Examples:

> (echo-act-r-output)
"G2354"

turn-off-act-r-output

Syntax:

turn-off-act-r-output -> [ t, nil |
Arguments and Values:
none

Description:

The turn-off-act-r-output command is used to stop printing the output from ACT-R to *standard-
output* in Lisp as enabled by echo-act-r-output. When it is called, it removes any output signal
monitors which were previously created by echo-act-r-output. If there were output signal monitors

then it returns t otherwise it returns nil.

Examples:

1> (turn-off-act-r-output)
-

2> (turn-off-act-r-output)
NIL

suppress-act-r-output

Syntax:

suppress-act-r-output form* -> result
Arguments and Values:

form ::= a Lisp form to be evaluated
result ::= the return value from the last form evaluated
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Description:

The suppress-act-r-output command can be used to temporarily disable the outputting of information
through echo-act-r-output. It is a macro which can be wrapped around any number of Lisp forms to
evaluate. While those forms are being evaluated any output which is created is not sent to *standard-
output* by the echo-act-r-output monitoring commands, but those monitoring commands (if there are
any) are not removed. It returns the return value from the last form evaluated. This does not affect

any other commands which may be monitoring the output signals.

This is generally more efficient than turning off the output and then echoing it again for short blocks
of code since the removal and addition of monitors is costly. However, for large blocks of code it
may be more efficient to turn it off and then echo again since the monitoring function is still active

during suppressed output and will be called even though it is not printing to *standard-output*.

Examples:

1> (echo-act-r-output)
"G2360"

2> (act-r-output "This")
This
NIL

3> (suppress-act-r-output
(act-r-output "That"))
NIL

> (act-r-output "Other")

Other
NIL
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Software Operation

The next several sections are going to discuss the operation and data structures of the underlying
software. Although some of these are used to represent components of the ACT-R cognitive
architecture, like chunks, the specific implementation and operations of these items are not a part of
the cognitive architecture itself. For example, while the architecture says that declarative knowledge
is represented in chunks which contain slots and values, it does not say how those chunks are

represented nor what specific operators should be available to work with them.
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Meta-process

The operation of the discrete event simulation system is controlled by a mechanism called the meta-
process. The meta-process maintains the schedule of events, the simulation clock, the available
models, and executes the events at the appropriate times when it is run. Currently, with this version
of ACT-R, there is only one meta-process which is defined automatically when the software starts
and it is not possible to create any others. [Note: some prior versions of ACT-R allowed for the
creation of more than one meta-process and you may still see references to the “current meta-
process” in this documentation. The single meta-process in this version of ACT-R will always be the

current meta—process.]

The operation of the scheduling and running will be discussed in following sections. Here we will

describe the high-level commands applicable to the meta-process.

Commands & Signals
clear-all

Syntax:

clear-all -> nil
Arguments and Values:
none

Description:

Clear-all restores ACT-R to its initial state:

* It generates the clear-all-start signal.

* It removes all currently defined models and their associated modules.
* Itremoves all events from the event queue and the waiting queue.

* It removes all event hooks which have been created.

* It sets the current simulation time to 0.

* It restores the default real time clock.

* It initializes all components which have been added.

51



In addition, the current binding of the Lisp variable *load-truename* is recorded for use by the reload

command.

The typically usage of clear-all is to place it at the top of a model file to ensure that when the model

is defined it starts with a clean system and that the reload command can be used.

Clear-all cannot be used while the meta-process is actively running, and doing so will result in the
generation of a Lisp error which provides details on how to resolve that issue under the typical

situations where it can occur.

Examples:

> (clear-all)
NIL

clear-all-start

Signal:

clear-all-start
Arguments and Values:
none

Description:

The clear-all-start signal is generated whenever the clear-all command starts to initialize the system,
and there are no parameters associated with the signal.

reset

Syntax:

reset -> [t | nil]

Remote command name:
reset

Arguments and Values:
none

Description:
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The reset command is used to clear the event queue and restore the current set of models and modules

to their initial states (unlike clear-all which removes all of the models and modules).

* It generates a reset-start signal.

* Itremoves all events from the event queue and the waiting queue.

* It sets the current simulation time to 0.

* It resets all components, modules, and models.

The details of what happens when a model, module, and component are reset are described in the

corresponding sections.

Reset cannot be used while the model is running and trying to do so will result in a warning being

output to indicate that. If the reset completes successfully then it will return t otherwise it will return

nil.

Examples:

> (reset)
T

E> (reset)

#|Warning: Top-level-lock unavailable.

NIL

reset-start

Signal:

reset-start

Arguments and Values:
none

Description:

Reset cannot be used. |#

The reset-start signal is generated whenever the reset command starts to reset the system, and there
are no parameters associated with the signal.

reload

Syntax:
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reload {compile?} -> [load-return-value | :none]
Remote command name:

reload

Arguments and Values:

compile? ::= a generalized boolean indicating whether or not to compile the file
load-return-value ::= a generalized boolean returned from calling the load command

Description:

The reload command calls the Lisp load command to load the file recorded during the last call to the
clear-all command. It is provided as a shortcut for loading a model file that has been edited. If the
compile? parameter is specified with a true value and that file has a type of “lisp” it will be compiled
before loading. If the compile? parameter is specified as true but the recorded file is not of type

“lisp” then it is not compiled, a warning is printed, and the file is just loaded.

If there is no file recorded by clear-all then no file is loaded and the keyword :none is returned.
Reload cannot be used while the system is running. If there are any errors generated during the
reloading of the model they will be automatically handled and the error messages printed as
warnings. There may be additional information printed in warnings even for a successful load
because all output to Lisp *standard-output* and *standard-error* during the load will be captured

and printed in warnings.
If the reload completes successfully it will return a true value, otherwise it will return nil.

Examples:

> (reload)
T

> (reload)
#|Warning: Non-ACT-R messages during load of #P"C:demo-model.lisp":

; Loading C:demo-model.lisp

| #
.

> (reload t)

#|Warning: To use the compile option the pathname must have type lisp. |#
; Loading C:\model.txt

T

E> (reload)

#|Warning: No model file recorded to reload. |#
:NONE
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mp-time

Syntax:

mp-time -> current-time

Remote command name:

mp-time

Arguments and Values:

current-time ::= a number representing the current simulation time in seconds
Description:

Mp-time returns the current time of the meta-process in seconds.

This is generally used for two purposes, either debugging a model or collecting response time data

from a model.

Examples:

> (mp-time)
0.3

mp-time-ms

Syntax:

mp-time-ms -> current-time

Remote command name:

mp-time-ms

Arguments and Values:

current-time ::= a number representing the current simulation time in milliseconds

Description:

Mp-time-ms returns the current time of the meta-process like mp-time. The difference is that mp-

time-ms returns the time as an integer count of milliseconds.

Examples:
> (mp-time-ms)
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300

mp-print-versions
Syntax:

mp-print-versions -> nil
Remote command name:
mp-print-versions
Arguments and Values:
none

Description:

Mp-print-versions outputs using the general-trace the specific version number of the ACT-R software
with a tag indicating whether the code is an official release or an internal version checked out of the

source repository followed by the name, version number, and documentation string of each of the

components and modules which is currently defined in the system. It always returns nil.

Examples:

> (mp-print-versions)
ACT-R 7 Version Information:

Software 1 7.6.2-<internal>
Components
AGI Manager for the AGI windows

5.0
CHUNK-SPEC 3.0 Maintains a table of chunk-specs for remote use
HISTORY-RECORDER: 1.0 Maintain the tables of defined history recorders and state
KEYBOARD-TABLE : 2.0 Record the keyboards used for each model.
MOUSE - TABLE 1 2.0 Record the mouse devices that are used.

NAMING 2.0 Provides new symbol generation for the system.
TRACE-HISTORY 1.0 Component for recording trace information

Modules

AUDICON-HISTORY Module to record audicon changes.

AUDIO A module which gives the model an auditory attentional
BOLD A module to produce BOLD response predictions from
BUFFER-HISTORY Module to record buffer change history.

BUFFER-PARAMS Module to hold and control the buffer parameters
BUFFER-TRACE A module that provides a buffer based history mechanism.
CENTRAL -PARAMETERS a module that maintains parameters used by other modules

ArBANNDMORWORNMO®
[cNoNoN ol il Vo oNoNol piNo]

DECLARATIVE The declarative memory module stores chunks from the
DEVICE The device interface for a model

GOAL The goal module creates new goals for the goal buffer
HISTORY -RECORDER al Module to support the saving and accessing of ...
IMAGINAL The imaginal module provides a goal style buffer with
MOTOR Module to provide a model with virtual hands
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NAMING-MODULE
PRINTING-MODULE
PROCEDURAL

PRODUCTION-COMPILATION:

PRODUCTION-HISTORY
RANDOM-MODULE
RETRIEVAL-HISTORY
SPEECH

STEPPER

TEMPORAL

UTILITY
VISICON-HISTORY
VISION

NIL

OWANRERAOANRENNORDN
[cNoNoN S Nol S NoNoNoNoNoNGNO]

Provides safe and repeatable new name generation for
Coordinates output of the model.

The procedural module handles production definition

A module that assists the primary procedural module
Module to record production history for display in
Provide a good and consistent source of pseudorandom
Module to record retrieval history data.

A module to provide a model with the ability to speak
Store the model specific information for the

The temporal module is used to estimate short time

A module that computes production utilities

Module to record visicon changes.

A module to provide a model with a visual attention system
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Events

As indicated in the description of the meta-process, the simulation system for ACT-R is implemented
using discrete events. The system runs by executing a sequence of events each occurring at a specific
simulated time. Effectively, every action of the model is performed by an event in the system, and

the model’s trace when it runs is a printing of those events as they occur.

Each event consists of the time at which it should occur, an indication of which, if any, module
created the event, and an action to perform. There are some additional details and capabilities of
events (like the ability to have them wait for some other action to occur instead of having a pre-

specified time) and those will be described in the section on creating events. This section will only

describe the commands for inspecting the events which exist in the current meta-process.

Commands
mp-show-queue

Syntax:

mp-show-queue {indicate-traced} -> event-count
Remote command name:

mp-show-queue

Arguments and Values:

indicate-traced ::= a generalized boolean indicating whether to mark events that will occur in the trace
event-count ::= a number indicating how many items are in the event queue

Description:

Mp-show-queue outputs a line of text that says “Events in the queue:” followed by all of the events
that are on the event queue in the order that they will be executed using the general-trace output

sk

signal. If the indicate-traced value is provided and is non-nil then the character will be displayed
before the events which will be displayed in the trace with the current parameter settings for the

associated model. It returns the number of events in the queue.

This command can be useful for debugging a model as well as when working on creating modules

and experiments which generate events.
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Examples:

> (mp-show-queue)
Events in the queue:

0.000

0.000

0.000

0.000
4

NONE
GOAL
PROCEDURAL
GOAL

> (mp-show-queue t)
Events in the queue:

0.000

0.000

0.000

0.000
4

NONE
GOAL
PROCEDURAL
GOAL

mp-queue-text

Syntax:

CHECK-FOR-ESC-NIL
SET-BUFFER-CHUNK GOAL FREE NIL
CONFLICT-RESOLUTION
CLEAR-DELAYED-GOAL

CHECK-FOR-ESC-NIL
SET-BUFFER-CHUNK GOAL FREE NIL
CONFLICT-RESOLUTION
CLEAR-DELAYED-GOAL

mp-queue-text {indicate-traced} -> events-string

Remote command name:

mp-queue-text

Arguments and Values:

indicate-traced ::= a generalized boolean indicating whether to mark events that will occur in the trace
events-string ::= a string containing the printed event details

Description:

Mp-queue-text generates a string containing the printed form of all of the events that are on the event

queue in the order that they will be executed. If the indicate-traced value is provided and is non-nil

then the character “*” will be included before the events which will be displayed in the trace with the

current parameter settings for the associated model. That generated string is returned.

Examples:

=V

0.000
0.000
0.000
0.000

=V

0.000
0.000
0.000

*

(mp-queue-text)

NONE
GOAL
PROCEDURAL
GOAL

(mp-queue-text t)
0.000

NONE
GOAL
PROCEDURAL
GOAL

CHECK-FOR-ESC-NIL
SET-BUFFER-CHUNK GOAL FREE NIL
CONFLICT-RESOLUTION
CLEAR-DELAYED-GOAL

CHECK-FOR-ESC-NIL
SET-BUFFER-CHUNK GOAL FREE NIL
CONFLICT-RESOLUTION
CLEAR-DELAYED-GOAL
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mp-queue-count

Syntax:

mp-queue-count -> event-count

Remote command name:

mp-queue-count

Arguments and Values:

event-count ::= a number indicating how many items are in the event queue
Description:

Mp-queue-count returns the number of events which are currently in the queue of the meta-process.

Examples:

> (mp-queue-count)
4

mp-show-waiting

Syntax:

mp-show-waiting -> event-count

Remote command name:

mp-show-waiting

Arguments and Values:

event-count ::= a number indicating how many items are in the waiting queue
Description:

Mp-show-waiting outputs all of the events that are on the waiting queue of the meta-process to the
general-trace along with the description of the condition for which it is waiting to occur to be added
to the main event queue. The first element in the waiting description indicates whether it is waiting

for any event or a particular module. If it is waiting on a module then the second element indicates
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which module. The last element of the description indicates whether a maintenance event will satisfy

the condition. It returns the number of events that are in the waiting queue.

This command can occasionally be useful for debugging, but is generally more important when

working on creating modules and experiments.

Examples:

> (mp-show-waiting)
Events waiting to be scheduled:

NIL PROCEDURAL CONFLICT-RESOLUTION Waiting for: (ANY NIL)
1

mp-modules-events

Syntax:
mp-modules-events module-name -> event-list

Arguments and Values:

module-name ::= the name of a module
event-list ::= a list of event numbers for the events scheduled for the named module

Description:

Mp-modules-events returns a list of all of the events from both the regular and waiting queues of the
meta-process which have a module specified that matches the module-name provided. The elements
of the list are the actual event structures which should only be accessed with the commands described

in the event accessors section.

Examples:

> (mp-modules-events 'goal)
(4 3)

> (mp-modules-events 'not-a-module)
NIL
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Component

A component is a software construct used to build the system that implements the ACT-R theory, but
which has no basis in the theory. A component is a data structure which is instantiated once in the
software and can provide commands which will be called automatically when clear-all, reset, model

definition, and model deletion occur. Currently, the interface for creating and working with

components is only an internal mechanisms and is not documented for user use.
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Module

Module is an overloaded term in ACT-R (as well as outside of ACT-R). Within ACT-R it has
different connotations when talking about the software and the theory. At the software level a
module is a part of the system which may be instantiated for each model that is defined. It can serve
any number of purposes, for instance there is a printing module, a pseudorandom number generator
module, as well as a vision module, a declarative memory module and many others. Each module is
essentially an independent structure, and it is the modules which provide the functionality for a
model. There are basically no restrictions on what a software module can do and adding new

modules is the primary way of extending or modifying the overall system.

From the ACT-R theory perspective a module is a reference to some cognitive faculty which can
typically be ascribed to a particular region of the brain. Thus, something like the printing module in
the software obviously would not be considered a module of the theory. To further complicate the
issue, the implementation of the cognitive modules as software modules is not always one-to-one.
For example, the vision system of ACT-R, which is implemented in the software as one module, is
probably more appropriately considered as two cognitive modules — one for location information and
one for object information. In the other direction, the theory’s single procedural module is actually
implemented as three modules in the software (one that controls production definition and matching,

one to handle the utility computations, and one to implement the production compilation mechanism).

Often the context in which one encounters “module” with respect to ACT-R makes it clear what is
being discussed (the software or the theory) so it is not always as confusing as it might seem. For
clarity, from this point on in the manual, when it says module, the reference will be to the software

modules unless explicitly stated otherwise.

Each of the specific modules of the ACT-R software will be described in its own section of this
manual. There will also be sections describing the mechanisms which can be used in a module, like

buffers and parameters, as well as how to implement a new module. This section will only include

the command for getting the names of all the currently defined modules.

Commands
all-module-names

Syntax:
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all-module-names -> (module-name?*)

Remote command name:

all-module-names

Arguments and Values:

module-name ::= the name of a module in the system
Description:

All-module-names returns a list of the names of the currently defined modules in the system in

alphabetical order.

Examples:

> (all-module-names)
(:AUDICON-HISTORY :AUDIO BOLD BUFFER-HISTORY BUFFER-PARAMS BUFFER-TRACE ...)

use-modules

Syntax:

use-modules module-name* -> nil
use-modules-fct (module-name*) -> nil

Arguments and Values:
module-name ::= the name of a module in the system
Description:

The use-modules command allows one to restrict the set of modules that are used in models. It can
be called when there are no models defined to specify the set of modules that are needed. It takes any
number of module names as parameters. Those modules along with any that are required (see the
define-module command for details on how a module can be required) will be the only ones
instantiated in the models. Most of the support modules (things like printing, random, and naming, as
well as helper modules like utility and production-compilation) are required by default or when their
corresponding cognitive module is used. Therefore, it will typically only be the cognitive modules
which will be necessary to specify: goal, imaginal, declarative, procedural, temporal, :vision,
:motor, :speech, and :audio. However, if one is using additional data processing tools like those for
BOLD predictions or history recorders then the corresponding modules would also need to be

specified as well when using a restricted set of modules.
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If use-modules is not used, then all modules will be available just like before, and clear-all will also

return the system to using all modules.

This reason one would use this is to speedup the time it takes to reset and run a model. Models that
use few modules and get reset frequently will see the biggest improvement, whereas models that use
most of the modules or run for a long time between resetting will see little to no improvement from

restricting the set of modules.

Examples:

> (use-modules goal imaginal :vision :motor procedural declarative)
NIL

> (use-modules-fct (list 'goal 'procedural :audio))
NIL

E> (use-modules :bad-name)
#|wWarning: :BAD-NAME is not a valid module name in call to use-modules |#
NIL

E> (use-modules procedural)

#|wWarning: Use-modules can only be used when there are no models defined. |#
NIL
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Buffers

Buffers in ACT-R are the interfaces between modules. Each buffer is connected to a specific module
and has a unique name by which it is referenced e.g. the goal buffer or the retrieval buffer which are
associated with the goal and declarative modules respectively. A buffer is used to relay requests for
actions to its module, to query its module about the module’s state, to hold one chunk which is visible

to all other modules, and it will respond directly to queries about the contents of the buffer itself.

A module will respond to a query through its buffer with a generalized-boolean indicating the result.
In response to a request, the module will usually generate one or more events to perform some
action(s) and may place a chunk into the buffer to indicate the result of that action. Any module may
access or modify the chunk in any buffer at any time, but typically a module will only manipulate its

own buffer(s).

The buffer itself responds to five queries all specified with the name buffer and the possible values:
empty, full, failure, requested, and unrequested. Each query will return t if the condition is true and
nil if it is false. The first three query values, empty, full, and failure, are determined based on
whether there is a chunk in the buffer and whether or not the failure flag for the buffer has been set.
Only one of those queries will be true at a time. If the buffer contains a chunk then full will be true.
If the failure flag has been set then failure will be true (it is not possible to set the failure flag if there
is a chunk in the buffer). If neither of those is true then empty will be true. The other two queries
indicate whether the chunk which is in the buffer or the failure flag, if it is set, was the result of a
request or not. The determination of whether a chunk or failure flag in the buffer was the result of a
request is indicated when calling the command that sets that item (see the Using Buffers section for
details). If there is no chunk in the buffer and the failure flag is not set then both of those queries will

be false.

An important thing to note is that when a chunk is placed into a buffer the buffer makes a copy of that
chunk which it then makes available. Any changes made to the chunk in the buffer only affect the
copy that it holds — they do not affect the original chunk from which it was copied. Another thing to
note about the chunk which is held in a buffer is that it my not always have a new name i.e. copying a
chunk into a buffer may result in a chunk in the buffer with the same name as a chunk previously in
the buffer. This is done for efficiency reasons, and will not affect the model as long as all the

modules which use the buffer do so appropriately (all the provided modules treat the chunks in
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buffers appropriately). If one needs a buffer's chunk to always have a unique name when a copy is

created, then the buffer-requires-copies command can be used to indicate that.

One of the current research areas with ACT-R is in using the buffers to track the activity of their
associated modules and then comparing that activity to data from neruoimaging studies (fMRI, MEG,
or EEG) to find correlations between regions of the brain and particular buffer/module activity in
ACT-R models. Thus providing a mechanism for mapping cognitive modeling work onto actual
brain regions and even being able to make predictions about where activation should show up in

future neruoimaging research. Details on how that is done can be found in the Module Activity and

Brain Predictions section.

The commands described here provide general information about buffers which is most often needed
for modeling in ACT-R. The Using Buffers section describes the commands one can use for more

low-level interaction with the buffers which would be necessary for creating a new module.

Commands

buffers

Syntax:

buffers {sorted} -> (buffer-name¥)
Remote command name:
buffers

Arguments and Values:

sorted ::= a generalized boolean indicating whether to sort the list of names
buffer-name ::= the name of a buffer

Description:

The buffers command will return a list with the names of all the currently defined buffers (it does not
require a current model). If the sorted parameter is provided with a non-nil value then the list will be

in alphabetical order otherwise it will be in no particular order.

Examples:

> (buffers)
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(RETRIEVAL IMAGINAL MANUAL GOAL IMAGINAL-ACTION VOCAL AURAL PRODUCTION VISUAL-LOCATION
AURAL -LOCATION TEMPORAL VISUAL)

> (buffers t)
(AURAL AURAL-LOCATION GOAL IMAGINAL IMAGINAL-ACTION MANUAL PRODUCTION RETRIEVAL TEMPORAL
VISUAL VISUAL-LOCATION VOCAL)

model-buffers

Syntax:

model-buffers {sorted} -> (buffer-name*)
Remote command name:
model-buffers

Arguments and Values:

sorted ::= a generalized boolean indicating whether to sort the list of names
buffer-name ::= the name of a buffer which exists in the current model

Description:

The model-buffers command will return a list with the names of all the buffers which are available in
the current model. If the sorted parameter is provided with a non-nil value then the list will be in
alphabetical order otherwise it will be in no particular order. This differs from the buffers command
because it is possible that a model does not have an instance of every defined buffer because the use-

modules command can restrict the set of modules that a model uses.

Examples:

> (model-buffers)
(RETRIEVAL IMAGINAL MANUAL GOAL IMAGINAL-ACTION VOCAL PRODUCTION VISUAL-LOCATION VISUAL)

> (model-buffers t)
(GOAL IMAGINAL IMAGINAL-ACTION MANUAL PRODUCTION RETRIEVAL VISUAL VISUAL-LOCATION VOCAL)

E> (model-buffers)
#|Warning: No current model in call to model-buffers. |[#
NIL

buffer-chunk

Syntax:

buffer-chunk buffer-name* -> [((buffer-name {chunk-name})*) | (lchunk-name | :error]*) | nil]
buffer-chunk-fct (buffer-name?*) -> [((buffer-name {chunk-name})*) | ([chunk-name | :error]*) | nil]

Remote command name:
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buffer-chunk
Arguments and Values:

buffer-name ::= the name of a buffer
chunk-name ::= the name of a chunk

Description:

Generally, the buffer-chunk command prints out the names of buffers along with the chunks those

buffers hold in the current model using the command-trace.

If no buffer names are specified, then it prints all the buffers and the chunk name of the chunk in that
buffer (or nil if the buffer is empty) one per line to the command-trace and returns a list of lists where
the first element of each sublist is the name of a buffer and if the buffer holds a chunk there will be a

second element in the list containing the name of that chunk.

If specific buffers are provided, then for each of those buffers, in the order provided, it prints the
buffer name followed by the name of the chunk in that buffer (or nil if the buffer is empty) and if
there is a chunk in the buffer that chunk is also printed. In this case it returns a list of the names of
the chunks in the buffers provided in the same order as they were specified in the call. If an invalid
buffer name is provided the corresponding value in the return list will be the keyword :error and

nothing will have been printed.
If there is no current model then a warning is printed and nil is returned.

The remote version of the command takes parameters in the same way as the macro buffer-chunk —

any number of buffer names.

Examples:

These examples (except for the final error example) were generated after running the addition model
in unit 1 of the tutorial like this:

1> (actr-load "ACT-R:tutorial;unitil;addition.lisp")

T
2> (run 1)
0.000 GOAL SET-BUFFER-CHUNK GOAL SECOND-GOAL NIL
0.550  ------ Stopped because no events left to process
0.55
77
NIL
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> (buffer-chunk)

AURAL: NIL

AURAL-LOCATION: NIL

GOAL: NIL

IMAGINAL: NIL

IMAGINAL-ACTION: NIL

MANUAL: NIL

PRODUCTION: NIL

RETRIEVAL: NIL

TEMPORAL: NIL

VISUAL: NIL

VISUAL-LOCATION: NIL

VOCAL: NIL

((AURAL) (AURAL-LOCATION) (GOAL) (IMAGINAL) (IMAGINAL-ACTION) (MANUAL) (PRODUCTION)
(RETRIEVAL) (TEMPORAL) (VISUAL) ...)

> (buffer-chunk-fct '(retrieval goal))
RETRIEVAL: NIL
GOAL: GOAL-CHUNKO
GOAL - CHUNKO
ARG1 FIVE
ARG2 TWwO
SUM SEVEN

(NIL GOAL-CHUNKO)

E> (buffer-chunk-fct '(bad-buffer-name))
( :ERROR)

E> (buffer-chunk retrieval bad-name goal)
RETRIEVAL: NIL
GOAL: GOAL-CHUNKO
GOAL -CHUNKO
ARG1 FIVE
ARG2 TWwO
SUM SEVEN
(NIL :ERROR GOAL-CHUNKO)
E> (buffer-chunk)

#|Warning: buffer-chunk called with no current model. |[#
NIL

printed-buffer-chunk

Syntax:

printed-buffer-chunk buffer-name* -> [output-string | nil ]
Remote command name:

printed-buffer-chunk

Arguments and Values:

buffer-name ::= the name of a buffer
output-string ::= a string containing the output of the corresponding buffer-chunk

Description:



The printed-buffer-chunk command works like the buffer-chunk command except that it does not
print the information to the command-trace and instead of returning the list of chunks or buffers and
chunks it returns a string containing the output that buffer-chunk would have sent to the command-

trace.

Examples:

These examples (except for the final error example) were generated after running the addition model
in unit 1 of the tutorial like this:

1> (actr-load "ACT-R:tutorial;unitil;addition.lisp")

T
2> (run 1)
0.000 GOAL SET-BUFFER-CHUNK GOAL SECOND-GOAL NIL
0.550  ------ Stopped because no events left to process
0.55
77
NIL

> (printed-buffer-chunk)
"RETRIEVAL: NIL
IMAGINAL: NIL
MANUAL: NIL

GOAL: GOAL-CHUNKO
IMAGINAL-ACTION: NIL
VOCAL: NIL

AURAL: NIL
PRODUCTION: NIL
VISUAL-LOCATION: NIL
AURAL-LOCATION: NIL
TEMPORAL: NIL
VISUAL: NIL

n

> (printed-buffer-chunk 'retrieval 'goal)
"RETRIEVAL: NIL

GOAL: GOAL-CHUNKO

GOAL - CHUNKO

ARG1 FIVE
ARG2 TWO
SUM SEVEN

E> (printed-buffer-chunk 'bad-buffer-name)

nn

E> (printed-buffer-chunk)
#|Warning: printed-buffer-chunk called with no current model. [#
NIL

buffer-status

Syntax:

buffer-status buffer-name* -> [ ([buffer-name | :error]*) | nil]
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buffer-status-fct (buffer-name®*) -> [ ([buffer-name | :error]*) | nil]
Remote command name:

buffer-status

Arguments and Values:

buffer-name ::= the name of a buffer

Description:

The buffer-status command prints the current values for the possible queries to which the buffers and
their modules respond from the current model using the command-trace. For each buffer specified
(or all buffers if none are specified) the buffer name is printed followed by the current result of the
buffer’s queries and the required module queries, one per line, indicating t for a true query and nil for
a false result. That is followed by any module specific status the module prints (the module specific
status is not constrained by the system and could be any type of output). It returns a list of the buffer

names of the buffers for which the status was printed.

If specific buffers are provided, and an invalid buffer name is specified, the corresponding value in

the return list will be the keyword :error and nothing will have been printed.
If there is no current model then a warning is printed and nil is returned.
The remote version of the command uses the same syntax as the buffer-status macro.

Examples:

> (buffer-status)

RETRIEVAL:
buffer empty T
buffer full : NIL
buffer failure : NIL
buffer requested : NIL
buffer unrequested : NIL
state free T
state busy : NIL
state error : NIL
recently-retrieved nil: NIL
recently-retrieved t : NIL

IMAGINAL:
buffer empty T
buffer full : NIL
buffer failure : NIL
buffer requested : NIL
buffer unrequested : NIL
state free T
state busy : NIL
state error : NIL

MANUAL :
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buffer empty T

buffer full : NIL
buffer failure : NIL
buffer requested : NIL
buffer unrequested : NIL
state free T

state busy : NIL
state error : NIL
preparation free T

preparation busy : NIL
processor free T

processor busy : NIL
execution free T

execution busy : NIL
last-command : NONE

(RETRIEVAL IMAGINAL MANUAL VISUAL AURAL PRODUCTION VOCAL ...)

> (buffer-status goal)

GOAL:
buffer empty T
buffer full : NIL
buffer failure : NIL
buffer requested : NIL
buffer unrequested : NIL
state free T
state busy : NIL
state error : NIL

(GOAL)

> (buffer-status-fct '(retrieval))

RETRIEVAL:
buffer empty T
buffer full : NIL
buffer failure : NIL
buffer requested : NIL
buffer unrequested : NIL
state free T
state busy : NIL
state error : NIL
recently-retrieved nil: NIL
recently-retrieved t : NIL

(RETRIEVAL)

E> (buffer-status goal non-buffer)

GOAL:
buffer empty T
buffer full : NIL
buffer failure : NIL
buffer requested : NIL
buffer unrequested : NIL
state free T
state busy : NIL
state error : NIL

(GOAL :ERROR)

E> (buffer-status)
#|Warning: buffer-status called with no current model. |#
NIL

printed-buffer-status

Syntax:



printed-buffer-status buffer-name* -> [ output-string | nil]
Remote command name:
printed-buffer-status

Arguments and Values:

buffer-name ::= the name of a buffer
output-string ::= a string containing the output of the corresponding buffer-chunk

Description:

The printed-buffer-status command works like the buffer-status command except that it does not print
the information to the command-trace and instead of returning the list of buffers it returns a string

containing the output that buffer-status would have sent to the command-trace.

Examples:

> (printed-buffer-status)

"RETRIEVAL:
buffer empty T
buffer full : NIL
buffer failure : NIL
buffer requested : NIL
buffer unrequested : NIL
state free T
state busy : NIL
state error : NIL
recently-retrieved nil: NIL
recently-retrieved t : NIL

IMAGINAL:
buffer empty T
buffer full : NIL
buffer failure : NIL
buffer requested : NIL
buffer unrequested : NIL
state free T
state busy : NIL
state error : NIL

MANUAL :
buffer empty T
buffer full : NIL
buffer failure : NIL
buffer requested : NIL
buffer unrequested : NIL
state free T
state busy : NIL
state error : NIL
preparation free : T
preparation busy : NIL
processor free : T
processor busy : NIL
execution free : T
execution busy : NIL
last-command : NONE
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> (printed-buffer-status 'goal)

"GOAL:
buffer empty T
buffer full : NIL
buffer failure : NIL
buffer requested : NIL
buffer unrequested : NIL
state free T
state busy : NIL
state error : NIL"

E> (printed-buffer-status)
#|Warning: printed-buffer-status called with no current model. |#
NIL

buffer-requires-copies

Syntax:

buffer-requires-copies buffer-name -> [ t | nil]
Remote command name:
buffer-requires-copies

Arguments and Values:

buffer-name ::= the name of a buffer
Description:

The buffer-requires-copies command can be called to ensure that the specified buffer creates a chunk
with a new unique name every time it creates a copy of a chunk. This should be called at reset time
by a module which requires its buffer to always have unique chunks or in the model definition before
productions are defined. If the buffer-name provided is valid then that buffer will generate uniquely

named copies and t will be returned. Otherwise a warning will be printed and nil will be returned.

Note that this would only be necessary for a model if there is additional code with the model that is

reading the name of the chunk in a buffer and recording it for use at a later time.

Examples:

> (buffer-requires-copies 'goal)
T

> (buffer-requires-copies 'not-a-buffer)

#|Warning: buffer-requires-copies called with an invalid buffer name NOT-A-BUFFER |#
NIL
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reusable-buffer-p

Syntax:

reusable-buffer-p buffer-name -> [ t | nil]
Remote command name:
reusable-buffer-p

Arguments and Values:

buffer-name ::= the name of a buffer
Description:

The reusable-buffer-p command can be called to check whether the specified buffer is creating a
chunk with a new unique name every time it creates a copy of a chunk or if it is reusing a chunk with
a fixed name for the copies. If the buffer-name provided is valid then it will return t if that buffer is
reusing a single chunk for copies and nil if it generates uniquely named copies. Otherwise a warning

will be printed and nil will be returned.

Examples:

1> (reusable-buffer-p 'goal)
T

2> (buffer-requires-copies 'goal)
T

3> (reusable-buffer-p 'goal)
NIL

> (reusable-buffer-p 'not-a-buffer)

#|Warning: reusable-buffer-p called with an invalid buffer name NOT-A-BUFFER |#
NIL
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Models

An ACT-R model is one simulated cognitive agent. Theoretically the software can have any number
of models defined simultaneously (practically there is of course a limit that will depend on the
hardware and Lisp software). All of the defined models will be run at the same time by the meta-
process. However, the most common usage of ACT-R is to work with only one model at a time.
Most of this manual assumes that one is working with only one model at a time. Information about

dealing with more than one model simultaneously is covered in the multiple models section.

A model is referenced by the name specified when it is defined, and that name must be unique among
the currently defined models. A model consists of the code specified in its definition, an instance of
each module in the system (which is independent of any other model’s copy of that module unless a
specific module indicates otherwise), and its set of chunks (which are always independent of the

chunks of any other model).

A model is created using the define-model command which specifies the model’s name and its initial

conditions and results in the creation of a new instance of each module for that model to use.

Specifically, when a model is created the following sequence of actions occur:

* A new instance of each module is created for that model

* The default chunk-types and chunks are created

* All of the buffers for that model are set to empty

* The model’s modules have their primary reset commands called (in no specific order)

* The parameters of all the model’s modules are set to their default values (in no specific order)
* The model’s modules have their secondary reset commands called (in no specific order)

* The model’s definition code is evaluated in the order given (left to right)

* The model’s modules have their tertiary reset commands called (in no specific order)

When a model is reset a similar sequence of actions occurs. The difference is that new module

instances are not created and instead any chunks and chunk-types in the model are deleted first.

Regardless of how many models are defined, only one is accessible at any given time. This is
referred to as the current model. Only the current model may be manipulated or inspected by ACT-R

commands. If there is only one model defined, then it will be the current model. If there is more
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than one model defined, then it is up to the modeler to specify which is current before executing any

commands (see the multiple models section for more details).

Commands

define-model

Syntax:

define-model model-name {model-code*} -> [model-name | nil]
define-model-fct model-name ({model-code*}) -> [model-name | nil]

Arguments and Values:

model-name ::= a symbol that will be the name of the model
model-code ::= a Lisp expression that will be evaluated when the model is created and when it is reset

Description:

The define-model command creates a new model with the given model-name. Its initial conditions

are specified by the model-code provided.

If there is not already a model by that name and there are no errors in evaluation of the model-code

forms then the new model is created and model-name is returned.

If the model-name is already the name of a defined model or an error occurs during the evaluation of

the model-code then a warning is printed and nil is returned.

Examples:

Only basic usage of define-model is shown here — see the tutorial for the definitions of actual
cognitive models that perform meaningful tasks.

> (define-model-fct 'model-10 (list '(chunk-type start slot)))

MODEL-10

1> (define-model model-1 (chunk-type goal state))
MODEL-1

2E> (define-model-fct 'model-1 nil)

#|Warning: MODEL-1 is already the name of a model in the current meta-process. Cannot be
redefined. |#

NIL

E> (define-model model-3 (pprint "start") (pprnt "end"))

"start"
#|Warning: Error encountered in model form:
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(PPRNT "end")

Invoking the debugger. |#

#|Warning: You must exit the error state to continue. |#
Debug: attempt to call "PPRNT' which is an undefined function.
[condition type: UNDEFINED-FUNCTION]

#|Warning: Model MODEL-3 not defined. |#

NIL

delete-model

Syntax:

delete-model {model-name} -> [t | nil]
delete-model-fct model-name -> [t | nil]

Arguments and Values:
model-name ::= the name of a model
Description:

The delete-model command removes the model with the specified model-name. If model-name is not
provided the current model is deleted. Deleting a model removes all events generated by that model
from the event queues, deletes each of the model’s instances of the modules, and removes the model

from the set of models currently defined. If a model is successfully deleted then t is returned.

If model-name is not the name of a currently defined model or no model-name is given and there is

no current model, then a warning is printed and nil is returned.
The delete-model command is typically only useful when working with multiple models.

Examples:

\%

(delete-model)

\

(delete-model-fct 'model)
T

E> (delete-model)
#|wWarning: No current model to delete. |#
NIL

E> (delete-model-fct 'model)

#|wWarning: No model named MODEL in current meta-process. |#
NIL
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Chunks & Chunk-types

Chunks are the elements of declarative knowledge in the ACT-R theory and are used to communicate
information among modules through the buffers. A chunk consists of a set of named slots each
holding a single value. A chunk also has a name which is used to reference it, however, the name is
not considered to be a part of the chunk itself from a theoretical standpoint. Previous versions of
ACT-R also required each chunk to have a specific chunk-type associated with it that defined the set
of slots which it had. As of ACT-R 6.1 chunks are no longer cast into specific types. A chunk may
have any combination of slots desired without having to first specify an appropriate type, and a chunk
may also now have slots removed as well as added. Chunk-types still exist as a potentially useful

tool for modelers, but they are no longer a required component of chunks.

In the ACT-R software, chunks exist at the “model level” and may be created and used by any
module or additional code — they do not have to be associated with a model’s declarative memory
module unlike older versions of ACT-R (those prior to 6.0). In addition to the slots and values of a
chunk, in the software each chunk also maintains a set of parameters which contain additional
information needed by the modules or the modeler. A modeler may add chunk parameters for

recording additional information as needed. See the section on extending chunks for more

information on adding and manipulating chunk parameters. Along with the parameters, there are two
additional features associated with a chunk in the software. The first indicates whether the slots and
values of the chunk can be modified or not. When a chunk is created it is initially able to have its
content modified, but the modeler (or a module) may mark a chunk as “immutable” at any point after
it has been created. Once a chunk is marked as immutable it cannot be changed back to modifiable.
The other feature is whether the chunk has a unique name and is safe to store for later use, or should
be copied before storing. This relates to the buffers possibly reusing chunk names for efficiency. If a
chunk is marked as not storable then one should create a copy it the contents may be needed later or
set the buffer from which it came to always require creating new copies. The final thing to note
about chunks is that they should always be referenced by their name and only manipulated through
the provided mechanisms — the underlying representation of a chunk in the code is not considered to
be part of the ACT-R software’s API.

Chunk-types in ACT-R are used as a pre-processing mechanism in the definition of a model. A
chunk-type associates a name with a set of slots and optional default values for those slots. That
chunk-type name may then be used when creating chunks and specifying productions to indicate the

slots which are intended and to include the default slot values from that chunk-type for any slots not
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specified in the chunk or production. The chunk-type name itself does not get recorded in the model
with the chunk or production it is used in — it only serves as a declaration which will be used to
provide warnings if the chunk or production does not conform to the chunk-type indicated and to fill
in any default slot values from that chunk-type. If a chunk-type does not include default values for its
slots then whether it is specified or not in the creation of a chunk or production will not affect the

resulting item — it will be the same with or without the chunk-type specification.

When creating chunk-types they may be organized into a hierarchy, with new chunk-types inheriting
slots from one or more parent chunk-types. If a chunk-type is created with one or more parent chunk-
types then that new type will include all the slots and default values from all of the parent chunk-
types along with those specified in the new chunk-type. A default value specified for a slot directly
in a chunk-type overrides any default value which would be inherited from a parent type. If multiple
parent chunk-types specify a default value for the same slot then unless those default values are all
the same such a chunk-type cannot be created. When specifying a chunk-type in creating a chunk or
production a parent type may be specified and use any of the slots specified for the children of that

chunk-type, but only the default values for the specific chunk-type named will be applied.

Note on slot contents

The software allows any Lisp data to be specified as the value of a slot. However, not all Lisp data
types may be transmitted through the remote interface. Thus, only names, numbers, and strings are

recommended for use as the values in slots if one wants to access that content remotely.

Default Chunk-types

There are a few chunk-types created with every model automatically. Those are, chunk, constant-
chunks, query-slots, and clear. These are used to create some of the default chunks for the model and
may be used freely in creating additional chunks or productions. Many of the provided modules also

specify new chunk-types which may be used and those will be indicated with a module’s description.

chunk

The chunk-type named chunk has no slots specified for it. Its purpose is to serve as the root of the
chunk-type hierarchy i.e. all chunk-types which are created implicitly inherit from the chunk-type

named chunk.
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constant-chunks

The constant-chunks chunk-type specifies one slot named name.

query-slots

The query-slots chunk-type specifies three slots named state, buffer, and error. Those are the names
of the queries which all buffers will respond to and by creating a chunk-type with those slot names

one can create chunk-specs which use those slots to perform queries from code.

clear

The clear chunk-type has one slot named clear which has a default value of t. It is provided as a
convenient and consistent mechanism for use when creating a module which needs to provide a

request which performs some sort of “clearing” of the module.

Default Chunks

There are several chunks created for each model automatically which may be used as needed. All of
these default chunks are marked as immutable. There will also be many chunks created by the

provided modules and the details of those can be found in the specific module sections.

Chunks named free, busy, error, empty, full, failure, requested, and unrequested are created each with
a slot named name that is set to the chunk’s name i.e. the chunk named free has one slot called name

with the value free.

A chunk named clear is created having one slot named clear with a value of t.

Commands

The commands described here are general chunk and chunk-type actions which can be used for any
chunk. Some modules provide additional commands for manipulating or inspecting the chunks that
are being used by that module and the details of those commands can be found in the specific module
sections.

Chunk-type Commands

chunk-type

Syntax:
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chunk-type { [ new-name | (new-name (:include parent-name)*) | {doc-string} [slot-name |
(slot-name default-value)]*} -> [ type-name | (type-name*) | nil ]

chunk-type-fct [ nil | ( [new-name | (new-name (:include parent-name)*) | {doc-string} [slot-name |
(slot-name default-value)]*) ] -> [ type-name | (type-name*) | nil ]

Remote command name:

chunk-type [ nil | ([new-name | (new-name (:include parent-name)’) | {'doc-string’} [slot-name |
(slot-name 'default-value’)]*) ] -> [ type-name | (type-name*) | nil ]

Arguments and Values:

new-name ::= the name of the new chunk-type

type-name ::= the name of a chunk-type

parent-name ::= the name of a chunk-type to be a parent type of this new chunk-type

doc-string ::= a string that is used as documentation for this chunk-type

slot-name ::= the name of a slot which will be part of this chunk-type

default-value ::= any value which specifies the value that will be used as the default value for the
corresponding slot-name

Description:

The chunk-type command creates a new chunk-type for the current model or displays all of the

currently defined chunk-types for the current model.

If no parameters are passed to the chunk-type command (or nil to the function) then all of the existing

chunk-types in the current model are printed to the command-trace as described by pprint-chunk-type

and a list of their names is returned (in no particular order).

If a valid chunk-type specification is provided then a new chunk-type is created for the current model
and the name of that chunk-type is returned. If the chunk-type provides the same specification as an

existing chunk-type in the model then a warning will be displayed.

If there is no current model, the given new-name already names an existing chunk-type in the current
model, or there is an error in the specification of the chunk-type then a warning is printed and nil is

returned.

Examples:

> (chunk-type)
SOUND

KIND
CONTENT
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EVENT

AUDIO-COMMAND

MOVE-CURSOR <- MOTOR-COMMAND
OBJECT
LoC
DEVICE

(SOUND AUDIO-COMMAND MOVE-CURSOR ...)

1> (chunk-type goal slotl state)
GOAL

2> (chunk-type-fct '(other-type slotl slot2))
OTHER-TYPE

3> (chunk-type (subgoall (:include goal)) new-slot)
SUBGOAL1

4> (chunk-type-fct '((subgoal2 (:include goal) (:include other-type))))
SUBGOAL2

5> (chunk-type new-type (slot default-value) (other-slot 4))
NEW-TYPE

6> (chunk-type detailed-type "The chunk-type detailed-type" slot)
DETAILED-TYPE

7> (chunk-type-fct nil)

GOAL
SLOT1
STATE

OTHER-TYPE
SLOT1
SLOT2

SUBGOAL1 <- GOAL
NEW-SLOT
SLOT1
STATE

SUBGOAL2 <- GOAL, OTHER-TYPE
SLOT2
SLOT1
STATE

NEW-TYPE
SLOT (DEFAULT-VALUE)
OTHER-SLOT (4)

DETAILED-TYPE "The chunk-type detailed-type"
SLOT
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(CHUNK CONSTANT-CHUNKS CLEAR AUDIO-EVENT SET-AUDLOC-DEFAULT SOUND GENERIC-ACTION ...)
8E> (chunk-type repeat slotl state)

#|Warning: Chunk-type REPEAT has the same specification as the chunk-type GOAL. |#
REPEAT

E> (chunk-type (new-type (:include bad-type)))

#|Warning: Non-existent chunk-type BAD-TYPE specified as an :include in NEW-TYPE chunk-
type definition. |#

NIL

E> (chunk-type (bad :include goal))

#|Warning: Invalid modifier list specified with the chunk-type name: (:INCLUDE GOAL) |#
NIL

E> (chunk-type no-model)

#|Warning: chunk-type called with no current model. |#
NIL

pprint-chunk-type

Syntax:

pprint-chunk-type type-name -> [ type-name | nil ]

pprint-chunk-type-fct type-name -> [ type-name | nil ]

Remote command name:

pprint-chunk-type

Arguments and Values:

type-name ::= the name of a chunk-type

Description:

The pprint-chunk-type command is used to print a description of a chunk-type. The output is sent to

the command-trace.

If the parameter provided is the name of a chunk-type in the current model then that chunk-type is
printed like this: the chunk-type name is printed and if the chunk-type has any parent types specified
then the name is followed by “<-” and the names of the parent chunk-types are printed separated by
commas, the documentation string for the chunk-type, if it has one, is printed, and then the slot names
of the chunk-type are printed one per line with the slot’s default value in parentheses after the slot

name if one was provided.

If there is no current model or the given type-name does not name an existing chunk-type in the

current model then a warning is printed and nil is returned.
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Examples:

1> (chunk-type test slotl (slot2 2))
TEST

2> (chunk-type (subtest (:include test)) "a subtype of test" slot3)
SUBTEST

3> (pprint-chunk-type test)
TEST
SLOT1
SLOT2 (2)
TEST
4> (pprint-chunk-type-fct 'subtest)
SUBTEST <- TEST "a subtype of test"
SLOT1
SLOT2 (2)
SLOT3
SUBTEST
E> (pprint-chunk-type not-a-chunk-type)
#|Warning: NOT-A-CHUNK-TYPE does not name a chunk-type in the current model. |#
NIL
E> (pprint-chunk-type chunk)

#|Warning: pprint-chunk-type called with no current model. |#
NIL

chunk-type-p

Syntax:

chunk-type-p chunk-type-name? -> [ t | nil ]
chunk-type-p-fct chunk-type-name? -> [ t | nil ]

Remote command name:

chunk-type-p

Arguments and Values:

chunk-type-name? ::= a symbol to be tested to determine if it names a chunk-type
Description:

The chunk-type-p command returns t if chunk-type-name? is a symbol that names a chunk-type in the
current model and returns nil if it does not. If there is no current model then a warning is printed and

nil is returned.
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Examples:

\%

(chunk-type-p clear)
T

\%

(chunk-type-p-fct 'chunk)
T

> (chunk-type-p bad-name)
NIL

> (chunk-type-p-fct 'non-chunk-type)
NIL

E> (chunk-type-p chunk)
#|Warning: get-chunk-type called with no current model. |#
NIL

all-chunk-type-names

Syntax:

all-chunk-type-names -> (type-name?*)
Remote command name:
all-chunk-type-names

Arguments and Values:

type-name ::= the name of a chunk-type
Description:

All-chunk-type-names takes no parameters and returns a list of all the chunk-type names in the
current model. The type names are ordered based on the order in which they were defined (first name

in the list is the first one defined).
If there is no current model a warning is printed and nil will be returned.

Examples:

> (all-chunk-type-names)
(CHUNK CONSTANT-CHUNKS CLEAR QUERY-SLOTS AUDIO-EVENT SET-AUDLOC-DEFAULT SOUND ...)

E> (all-chunk-type-names)

#|Warning: all-chunk-type-names called with no current model. |#
NIL
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chunk-type-possible-slot-names-fct

Syntax:

chunk-type-possible-slot-names-fct chunk-type-name -> [ (slot-name*) | nil ]
Remote command name:

chunk-type-possible-slot-names-fct

Arguments and Values:

chunk-type-name ::= the name of a chunk-type
slot-name ::= the name of a slot usable in the specified chunk-type

Description:

Chunk-type-possible-slot-names-fct takes one parameter which should be the name of a chunk-type.
It returns a list of all the names of slots which are valid for use with that chunk-type in the current
model along with all of the request parameters which have been defined for the buffers. A slot is
valid for the chunk-type if it is specified in that chunk-type’s definition, is specified in a chunk-type
which has the specified chunk-type as a parent, or is a slot which has been added to chunks through

extension with extend-possible-slots.

If there is no current model or the specified name does not name a chunk-type in the current model

then a warning is printed and nil is returned.

Examples:

> (chunk-type-possible-slot-names-fct 'clear)
(CLEAR :MP-VALUE :RECENTLY-RETRIEVED :CENTER :NEAREST :FINISHED :ATTENDED)

> (chunk-type-possible-slot-names-fct 'chunk)
(SCALE RIGHT LEFT TYPE SET-VISLOC-DEFAULT SIZE DISTANCE SCREEN-Y SCREEN-X COLORS ...)

E> (chunk-type-possible-slot-names-fct 'bad-name)

#|Warning: Invalid chunk-type name BAD-NAME passed to chunk-type-possible-slot-names-fct.
| #

NIL

E> (chunk-type-possible-slot-names-fct 'chunk)

#|Warning: get-chunk-type called with no current model. |#

#|Warning: Invalid chunk-type name CHUNK passed to chunk-type-possible-slot-names-fct. |#
NIL
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Chunk Commands

define-chunks

Syntax:

define-chunks [chunk-description* | chunk-name*] -> (chunk*)
define-chunks-fct (chunk-description* | chunk-name?*) -> (chunk*)

Remote command name:
define-chunks [ 'chunk-description * | chunk-name?*]
Arguments and Values:

chunk-description ::= ({chunk-name}{[doc-string isa chunk-type | isa chunk-type]} {slot value}*)
chunk-name ::= the name of the chunk to create

doc-string ::= a string that will be the documentation for the chunk

chunk-type ::= a name of a chunk-type in the model

slot ::= the name of a slot for the chunk

value ::= any value which will be the contents of the correspondingly named slot for this chunk
chunk ::= the name of a chunk that was created

Description:

The define-chunks command creates a new chunk in the current model for each valid chunk
description list provided or all the chunk names provided and then returns a list of the names of the

chunks that were created.

Within a chunk description list the chunk name is optional. If a chunk-name is provided, it must not
name an existing chunk in the current model and must be a non-keyword, non-nil symbol that begins
with an alphanumeric character. If a chunk-name is not provided, a new name will be generated for

the chunk, and that name is guaranteed to be unique.

The name may be followed by an optional chunk-type specification and if it does it may also include
a documentation string for the chunk. If a chunk-type is specified it must name a valid chunk-type in

the current model.

That may then be followed by any number of slot and value pairs for the chunk. If a given slot is
named more than once in the definition then the last value it is given (rightmost) will be the one set
for the chunk. If the value for a slot is non-nil then that slot is added to the chunk being created with

the value specified.
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If a chunk-type is specified then each of the slots specified will be tested to see if it is a valid slot for
the type indicated. If it is not then a warning will be printed, but the chunk will still be created. If it
is not a valid slot for any chunk-type then it will automatically extend the valid slots for chunks with

that slot name.

If a chunk-type is specified and there are slots with default values in that chunk-type’s definition
which are not included in the chunk definition the chunk will get all of those unspecified slots with

their corresponding default values.

If a value for a slot is a non-nil symbol other than the Lisp true symbol t then it is assumed to be the
name of a chunk. If there is not already a chunk by that name, then one is created automatically

which has no slots and a warning is printed to indicate that.

However, within a call to define-chunks one can use the names of the chunks that are being defined
in the other chunks without having them created as default chunks. Here is an example to clarify
that:

(define-chunks (a slot b)

(b slot a)
(c slot d))

Because both a and b are being defined in the same call to define-chunks neither will need to be
created automatically. However, unless d already names a chunk in the model a chunk with that

name will be created automatically in the process of creating chunk c.

If the syntax is incorrect or any of the components are invalid in a description list then a warning is
displayed and no chunk is created for that chunk description, but any other valid chunks defined will

still be created.
If there is no current model no chunks are created and nil is returned.

Examples:

1> (chunk-type testl slot1l)
TEST1

2> (chunk-type test2 slotl (slot2 2))
TEST2

3> (define-chunks (a isa testl) (b isa test2))
(A B)

4> (define-chunks-fct '((c slotl a) (d slot2 c)))
(C D)
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5> (define-chunks ("this is chunk e" isa testl slotl 100))
(TEST10)

6E> (define-chunks-fct '((isa testl slot2 "value")))

#|Warning: Invalid slot SLOT2 specified when creating chunk with type TEST1, but creating
chunk TEST11 anyway. |#

(TEST11)

7> (define-chunks ())
(CHUNKO)

8> (define-chunks c1 c2 c3)
(C1 Cc2 C3)

9E> (define-chunks (slotl new-name))
#|Warning: Creating chunk NEW-NAME with no slots |#
(CHUNK1)

10E> (define-chunks ("not allowed" slot2 t))

#|Warning: Invalid chunk definition: ("not allowed" SLOT2 T) chunk name is not a valid
symbol. |[#

NIL

11E> (define-chunks (slotl t new-slot 10))

#|Warning: Extending chunks with slot named NEW-SLOT because of chunk definition (SLOT1 T
NEW-SLOT 10) |#

(CHUNK2)

E> (define-chunks (z isa chunk))

#|Warning: define-chunks called with no current model. |#
NIL

pprint-chunks & pprint-chunks-plus

Syntax:

pprint-chunks chunk-name* -> [chunk-name-list | nil ]
pprint-chunks-fct (chunk-name*) -> [chunk-name-list | nil ]
pprint-chunks-plus chunk-name* -> [chunk-name-list | nil ]
pprint-chunks-plus-fct (chunk-name*) -> [chunk-name-list | nil ]

Remote command name:

pprint-chunks
pprint-chunks-plus

Arguments and Values:

chunk-name ::= the name of a chunk
chunk-name-list ::= ([chunk-name | :error ]*)

Description:
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The pprint-chunks family of commands are used to print a description of each of the chunks
specified, or all of the chunks in the model if no names are provided. The output is sent to the

command-trace.

For each chunk specified, on one line it will print the chunk’s name followed by its “true name” in
parentheses if the chunk’s true name differs from the chunk’s current name (see merge-chunks and
true-chunk-name below for more details on a chunk’s true name). If a documentation string was
provided for the chunk that is printed on the next line. Then one per line, each of the chunk’s slots is

printed followed by that slot’s value.

The pprint-chunks-plus command prints all of the chunk’s parameters after the description of the
chunk is printed. The parameters are printed one per line with the name of the parameter and its
current value. Note, that these chunk parameters are the ones that have been added to the chunks
(typically by a module as described in the extending chunks section) and may not have any direct
significance to the model or modeler. For example, the declarative memory parameters of chunks

used by the declarative module to compute and record the activation of chunks should be viewed

using the declarative module’s sdp command because the values shown with pprint-chunks-plus are
values used internally by the declarative module and may not adequately reflect the current value of
activations as would be shown by calling the module’s command for inspecting the declarative

memory chunk’s parameters (sdp).

These commands return a list with the names of all the chunks that were printed in the same order as
they were specified. If an invalid chunk-name is given nothing is printed for that item and the value

:error is returned in its place in the list.
If there is no current model then a warning is printed and nil is returned.

Examples:

These examples assume that the chunks created in the examples for define-chunks exist.

> (pprint-chunks)

TEST10
"this is chunk e"
SLOT1 100
BUSY
NAME BUSY
SPEAK
NAME SPEAK
CURRENT
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NAME CURRENT

SUBVOCALIZE
NAME SUBVOCALIZE

AUDIO-EVENT

NAME AUDIO-EVENT

SLoT2 C

CHUNKO

(TEST10 BUSY SPEAK CURRENT SUBVOCALIZE AUDIO-EVENT D CHUNKO B MAGENTA ..

> (pprint-chunks a b test10)
A

SLOT2 2
TEST10
"this is chunk e"
SLOT1 100
(A B TEST10)

> (pprint-chunks-fct '(c d))
c

SLOT1 A
D

SLOT2 C
(C D)

> (pprint-chunks-plus chunko)
CHUNKO

--chunk parameters--
VISUAL-APPROACH-WIDTH-FN NIL
REAL-VISUAL-VALUE NIL
SPECIAL-VISUAL-OBJECT NIL
VISUAL-OBJECT NIL
VISUAL-TSTAMP NIL
VISUAL-FEATURE-NAME NIL
VISICON-ENTRY NIL
VISUAL-NEW-P NIL
SYNTH-FEAT NIL
FAST-MERGE-KEY NIL
RETRIEVAL-TIME NIL
RETRIEVAL-ACTIVATION NIL
SJIS NIL

PERMANENT-NOISE 0.0
SIMILARITIES NIL
REFERENCE-COUNT ©
REFERENCE-LIST NIL
SOURCE-SPREAD 0
LAST-BASE-LEVEL ©
BASE-LEVEL NIL
CREATION-TIME 0

FAN-IN NIL

C-FAN-OUT ©

FAN-OUT ©

IN-DM NIL

»)
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ACTIVATION ©O
BUFFER-SET-INVALID NIL

(CHUNKO)

E> (pprint-chunks a bad-name b)
A

SLOT2 2
(A :ERROR B)

E> (pprint-chunks)
#|Warning: pprint-chunks called with no current model. [#
NIL

chunk-p

Syntax:

chunk-p chunk-name? -> [t | nil ]
chunk-p-fct chunk-name? ->[ t | nil ]

Remote command name:

chunk-p

Arguments and Values:

chunk-name? ::= a value to be tested to determine if it names a chunk

Description:

The chunk-p command returns t if chunk-name? is the name of a chunk in the current model and
returns nil if it does not. If there is no current model then a warning is printed and nil is returned.
Examples:

These examples assume that chunks named a and b have been created.

> (chunk-p a)
T

> (chunk-p not-chunk)
NIL

> (chunk-p-fct 'b)
T

E> (chunk-p-fct 'a)

#|Warning: get-chunk called with no current model. |#
NIL
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chunk-documentation

Syntax:

chunk-documentation chunk-name -> [ doc-string | nil]
chunk-documentation-fct chunk-name -> [ doc-string | nil]

Remote command name:

chunk-documentation

Arguments and Values:

chunk-name ::= the name of a chunk
doc-string ::= a string of the documentation provided when chunk-name was created

Description:

Chunk-documentation returns the documentation string of the chunk chunk-name from the current
model if it names a valid chunk and has a documentation string. If it does not have a documentation
string it returns nil. If chunk-name is not the name of a chunk in the current model or there is no

current model then a warning is printed and nil is returned.

Examples:

These examples assume that the chunks created in the examples for define-chunks exist.

> (chunk-documentation test10)
"this is chunk e"

> (chunk-documentation a)
NIL

> (chunk-documentation-fct 'test10)
"this is chunk e"

E> (chunk-documentation-fct 'not-a-chunk)

#|Warning: NOT-A-CHUNK does not name a chunk in the current model. |#
NIL

E> (chunk-documentation c)

#|wWarning: get-chunk called with no current model. |#
NIL

chunk-slot-value

Syntax:
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chunk-slot-value chunk-name slot-name -> [ slot-value | nil ]
chunk-slot-value-fct chunk-name slot-name -> [ slot-value | nil ]

Remote command name:
chunk-slot-value chunk-name slot-name -> [ 'slot-value' | nil ]
Arguments and Values:

chunk-name ::= the name of a chunk
slot-name ::= the name of a slot in the chunk chunk-name
slot-value ::= the value from slot-name in chunk chunk-name

Description:

Chunk-slot-value is used to get the value of a slot in a chunk. If chunk-name is the name of a chunk
in the current model and slot-name is the name of a slot in chunk-name then the value in the slot-
name slot of the chunk chunk-name is returned. If chunk-name is the name of a chunk but it does not

have a slot named slot-name then nil will be returned.

If chunk-name does not name a chunk in the model or there is no current model then a warning is

printed and nil is returned.

Examples:

These examples assume that the chunks created in the examples for define-chunks exist.

> (chunk-slot-value c slotl)
A

> (chunk-slot-value c slot2)
NIL

>(chunk-slot-value-fct 'd 'slot2)
C

> (chunk-slot-value a other-slot)
NIL

E> (chunk-slot-value bad-chunk-name slot1l)

#|Warning: BAD-CHUNK-NAME does not name a chunk in the current model. |[#
NIL

E> (chunk-slot-value c slotl)

#|Warning: get-chunk called with no current model. |#
NIL

set-chunk-slot-value

Syntax:
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set-chunk-slot-value chunk-name slot-name slot-value -> [ slot-value | nil ]
set-chunk-slot-value-fct chunk-name slot-name slot-value -> [ slot-value | nil ]

Remote command name:

set-chunk-slot-value chunk-name slot-name 'slot-value' -> [ 'slot-value' | nil ]
Arguments and Values:

chunk-name ::= the name of a chunk
slot-name ::= the name of a slot
slot-value :;= a value for slot-name in chunk chunk-name

Description:

Set-chunk-slot-value is used to set the value of the slot slot-name in the chunk chunk-name in the

current model to the value slot-value. If successful, slot-value is returned.

If slot-value is a name and that name is not the name of a chunk in the current model then it is created

as a new chunk with no slots and a warning is displayed.

If a slot-value of nil is specified for a slot that will remove that slot from the chunk.

If the chunk chunk-name has been marked as immutable then a warning is printed, no changes are

made to the chunk and nil is returned.

If either chunk-name or slot-name is invalid or there is no current model then a warning is printed

and nil is returned.

Examples:

These examples assume that the chunks created in the examples for define-chunks exist.

> (set-chunk-slot-value a slotl 10)
10

> (set-chunk-slot-value-fct 'b 'slot2 "value")
"value"

> (set-chunk-slot-value a slot2 new-chunk)
#|wWarning: Creating chunk NEW-CHUNK with no slots |#
NEW-CHUNK

1> (make-chunk-immutable 'b)
T

2E> (set-chunk-slot-value b slotl 10)

#|Warning: Cannot change contents of chunk B. |#
NIL
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E> (set-chunk-slot-value-fct 'not-a-chunk 'slotl t)

#|Warning: NOT-A-CHUNK does not name a chunk in the current model. |#

NIL

E> (set-chunk-slot-value c not-a-slot b)

#|Warning: NOT-A-SLOT is not a valid slot name. You can use extend-possible-slots to add
it first if needed. |#

NIL

E> (set-chunk-slot-value a slotl b)

#|Warning: get-chunk called with no current model. |[#
NIL

mod-chunk

Syntax:

mod-chunk chunk-name {slot-name slot-value}* -> [ chunk-name | nil ]
mod-chunk-fct chunk-name ({slot-name slot-value}*) -> [ chunk-name | nil ]

Remote command name:

mod-chunk chunk-name '{slot-name slot-value}*

Arguments and Values:

chunk-name ::= the name of a chunk

slot-name ::= the name of a slot in the chunk chunk-name

slot-value ::= a value for the corresponding slot-name in chunk chunk-name

Description:

Mod-chunk is used to set the value of multiple slots in the chunk named chunk-name in the current

model. It is essentially a short hand for multiple calls to set-chunk-slot-value.

If chunk-name is the name of a chunk in the current model and there are an even number of items
specified thereafter, then those items are considered pair-wise to be the name of a slot and a value for
that slot in that chunk. All of those slots in the chunk are set to the values specified and chunk-name

is returned.

If any slot-value is a name and not the name of a chunk in the current model then it is created as a

new chunk with no slots and a warning is displayed.

A slot name may only be specified once in the set of slot-names. If a slot name is specified more than

once a warning is printed, no changes are made to the chunk, and nil is returned.
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If any slot name provided is not a valid slot for chunks no changes are made to the chunk, and nil is

returned.

If the chunk chunk-name has been marked as immutable then a warning is printed, no changes are

made to the chunk and nil is returned.

If chunk-name does not name a chunk in the current model or there are an odd number of items

provided after the chunk-name then a warning is displayed, no changes are made, and nil is returned.

Examples:

These examples assume that the chunks created in the examples for define-chunks exist.

\

(mod-chunk a slotl b slot2 c)

\%

(mod-chunk-fct 'b '(slotl 10 new-slot t))
B

> (mod-chunk a slotl new-chunk-name)
#|Warning: Creating chunk NEW-CHUNK-NAME with no slots |[#
A

1> (make-chunk-immutable 'b)
-

2E> (mod-chunk b slotl 10)

#|Warning: Cannot modify chunk B because it is immutable. |#

NIL

E> (mod-chunk a slotl 1 slotl 2)

#|Warning: Slot name used more than once in modifications list. |#
NIL

E> (mod-chunk-fct 'a '(slotl b slot2))

#|Warning: 0dd length modifications list in call to mod-chunk. |#
NIL

E> (mod-chunk a slotl b)

#|Warning: get-chunk called with no current model. |#
NIL

copy-chunk

Syntax:

copy-chunk chunk-name -> [new-name | nil ]
copy-chunk-fct chunk-name -> [new-name | nil ]

Remote command name:
copy-chunk

Arguments and Values:
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chunk-name ::= the name of a chunk
new-name ::= a unique name for a new chunk

Description:

Copy-chunk creates a copy of the chunk chunk-name in the current model and returns the name of the

newly created chunk. The newly created copy has the same slots and values as the chunk chunk-

name. The values of the parameters defined for the new chunk will have the default value unless the

parameter was specified with a copy-function, in which case, the value will be the one returned by

that function.

If chunk-name does not name a chunk in the current model or there is no current model then a

warning is displayed and nil is returned.

Examples:

These examples assume that there are chunks named a and b in the current model.

> (copy-chunk a)
A-0

> (copy-chunk-fct 'b)
B-0

E> (copy-chunk not-a-chunk)
#|Warning: NOT-A-CHUNK does not name a chunk in the current model. |#
NIL

E> (copy-chunk a)
#|Warning: get-chunk called with no current model. |#
NIL

chunk-copied-from

Syntax:

chunk-copied-from chunk-name -> [original-name | nil] {other}
chunk-copied-from-fct chunk-name -> [original-name | nil] {other}

Remote command name:
chunk-copied-from

Arguments and Values:
chunk-name ::= the name of a chunk

original-name ::= the name of a chunk
other ::= a generalized boolean indicating whether this chunk was a copy and is still unmodified
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Description:

The chunk-copied-from command returns one or two values. If chunk-name is the name of a chunk in
the current model then two values will be returned. If chunk-name was created with copy-chunk, it
has not been modified since its creation, and the original chunk has not been modified such that it
now differs from the copy (the original could have been modified but if it is still a match using equal-
chunks it is still considered the same) then the name of the chunk from which chunk-name was
copied is returned as both the first and second value. If it was not created using copy-chunk, it has
since been modified, or the original chunk has been modified in such a way that the two now differ
(including being deleted) then nil is returned for the first value. If the chunk was created using copy-
chunk and has not been modified then the second value will be the name of the chunk from which it
was copied (which may no longer be an interned symbol in Lisp if that chunk was purged) otherwise

the second value will be nil.

If chunk-name does not name a chunk in the current model or there is no current model then a

warning is displayed and a single value of nil is returned.

This command is rarely used by modelers because needing to copy chunks and keep track of how
they came about are not typical actions. However, it can be important to those creating new modules
where it can be used to determine if a chunk passed in as part of a request is a copy of a chunk which
the module had placed into a buffer i.e. the request is using a copy of a chunk for which the module

has created the original.

Examples:

1> (chunk-type test slotl slot2)
TEST

2> (define-chunks (a slotl 10 slot2 "answer") (b slotl a))
(A B)

3> (copy-chunk a)
A-0

4> (copy-chunk b)
B-0

5> (chunk-copied-from a-0)
A

A

6> (chunk-copied-from a)
NIL

NIL

7> (mod-chunk a slotl 5)
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A

8> (chunk-copied-from-fct 'a-0)
NIL

A

9> (chunk-copied-from-fct 'b-0)
B

B

10> (mod-chunk b-0 slot2 10)
B-0

11> (chunk-copied-from b-0)

NIL
NIL

E> (chunk-copied-from-fct 'not-a-chunk)
#|Warning: NOT-A-CHUNK does not name a chunk in the current model. |#
NIL

E> (chunk-copied-from b-0)
#|Warning: get-chunk called with no current model. |#
NIL

chunks

Syntax:

chunks -> [ (chunk-name*) | nil ]

Remote command name:

chunks

Arguments and Values:

chunk-name ::= the name of a chunk in the current model

Description:

The chunks command returns a list of the names of all the chunks defined in the current model in no

particular order.

If there is no current model then a warning is printed and nil is returned.

Examples:

> (chunks)
(GREEN CYAN SPEECH C DARK-CYAN RED-COLOR B-0 OVAL ...)

E> (chunks)

#|Warning: chunks called with no current model. |#
NIL
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chunk-slot-equal

chunk-slot-equal val-1 val-2 -> equal-result
Remote command name:
chunk-slot-equal ‘val-1 ‘ ‘val-2
Arguments and Values:

val-1 ::= any value
val-2 ::= any value
equal-result ::= a generalized boolean indicating whether the values are equal slot contents

Description:

The chunk-slot-equal function is used to determine if two values are considered equivalent for the
contents of slots in chunks. It relies upon three Lisp equality functions, and the values will be

equivalent if one of the following is true:

* the values are eq (the same Lisp object)
* both values are names of chunks in the current model and eq-chunks for the names is true
* both values are strings and those strings return true from string-equal (case insensitive match)

* if the values are not both chunk names and not both strings and they return true from equalp

(a general equivalency test in Lisp)
If the two values are equivalent, then a true value is returned. Otherwise, nil will be returned.

Examples:

> (chunk-slot-equal 1 1)
T

> (chunk-slot-equal 1 1.5)
NIL

\%

(chunk-slot-equal "Stringl" "strING1")

\

(chunk-slot-equal 'not-a-chunk 'not-a-chunk)
T

> (chunk-slot-equal 'not-a-chunk :not-a-chunk)
NIL

1> (define-chunks (c1)(c2))
(c1 c2)
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2> (chunk-slot-equal 'cl 'c2)
NIL

3> (merge-chunks c1 c2)
c1

4> (chunk-slot-equal 'cl 'c2)
T

equal-chunks

equal-chunks chunk-name-1 chunk-name-2 -> equal-result
equal-chunks-fct chunk-name-1 chunk-name-2 -> equal-result

Remote command name:

equal-chunks

Arguments and Values:

chunk-name-1 ::= the name of a chunk

chunk-name-2 ::= the name of a chunk

equal-result ::= a generalized boolean indicating whether the chunks are equal

Description:

The equal-chunks command can be used to determine if the chunks named by chunk-name-1 and
chunk-name-2 in the current model are equivalent chunks. They will be equivalent if they are eq-
chunks or if they have the same set of slots and for each slot the values of those slots in the two

chunks are the same as determined by the chunk-slot-equal test. If the two chunks are equivalent,

then a true value is returned. Otherwise, nil will be returned.

If either name does not name a chunk or there is no current model, then a warning is printed and nil is

returned.

Examples:

1> (chunk-type testl slotl slot2)
TEST1

2> (chunk-type test2 slot2 slot3)
TEST2

3> (define-chunks (cl1l isa testl)
(c2 isa test2)
(c3 isa testl slotl 10 slot2 "value")
(c4 isa testl slotl 10 slot2 "VALUE")
(c5 isa testl slot2 10)
(c6 isa test2 slot2 10))

(C1 C2 C3 C4 C5 C6)
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4> (equal-chunks c1 c2)
T

5> (equal-chunks-fct 'cl 'c3)
NIL

6> (equal-chunks-fct 'c3 'c4)
T

7> (equal-chunks c5 c6)
T

8> (mod-chunk c5 slot3 t)
C5

9> (equal-chunks c5 c6)
NIL

E> (equal-chunks not-a-chunk free)

#|Warning: NOT-A-CHUNK does not name a chunk in the current model. |#
NIL

E> (equal-chunks c1 c2)

#|Warning: get-chunk called with no current model. |#

#|Warning: get-chunk called with no current model. |[#
NIL

eq-chunks

Syntax:

eq-chunks chunk-name-1 chunk-name-2 -> equal-result
eqg-chunks-fct chunk-name-1 chunk-name-2 -> equal-result

Remote command name:

eq-chunks

Arguments and Values:

chunk-name-1 ::= the name of a chunk

chunk-name-2 ::= the name of a chunk

equal-result ::= a generalized boolean indicating whether the chunks are the same

Description:

Eg-chunks is used to determine if the chunks named by chunk-name-1 and chunk-name-2 are the
exact same chunk in the current model. They will be the same chunk if chunk-name-1 and chunk-
name-2 are the same name or if the two named chunks have been merged. If they are the same

chunk, then a true value is returned. Otherwise nil will be returned.

105



If either name does not name a chunk or there is no current model, then a warning is printed and nil is

returned.

Examples:

1> (chunk-type testl slotl slot2)
TEST1

2> (chunk-type test2 slot2 slot3)
TEST2

3> (define-chunks (c1) (c2)
(c3 isa testl slot2 10)
(c4 isa test2 slot2 10))
(C1 Cc2 C3 c4)

4> (eqg-chunks c1 c1)
T

5> (eqg-chunks-fct 'cl 'c2)
NIL

6> (merge-chunks c1 c2)
Cc1

7> (eqg-chunks c1 c2)
T

8> (eq-chunks c3 c4)
NIL

E> (eq-chunks c1 not-a-chunk)
#|Warning: NOT-A-CHUNK does not name a chunk in the current model. |#
NIL

E> (eq-chunks c1 c2)

#|Warning: get-chunk called with no current model. |#
#|wWarning: get-chunk called with no current model. |#
NIL

delete-chunk

Syntax:

delete-chunk chunk-name -> [ chunk-name | nil ]
delete-chunk-fct chunk-name -> [ chunk-name | nil ]

Remote command name:

delete-chunk
Arguments and Values:
chunk-name ::= the name of a chunk

Description:
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Delete-chunk removes the chunk named chunk-name from the set of chunks in the current model. If
chunk-name is the name of a chunk in the current model then after that chunk is deleted chunk-name

is returned.

If chunk-name has been marked as immutable then it cannot be deleted, a warning will be printed and

nil will be returned.

If chunk-name does not name a chunk in the current model or there is no current model then a

warning is printed and nil is returned.

Note: there is no additional clean-up done in conjunction with deleting the chunk. Thus, if it is used
as a slot value in other chunks or currently residing in a buffer the consequences of deleting it are
undefined and warnings or errors could result from later actions involving such chunks or buffers.
Delete-chunk should be used rarely and only when it is certain that the chunk being deleted is not

referenced elsewhere.

Examples:

These examples assume that chunks named a, b, and c exist.

> (delete-chunk a)
A

1> (delete-chunk-fct 'b)
B

2E> (delete-chunk b)
#|Warning: B does not name a chunk in the current model. |#
NIL

1> (make-chunk-immutable 'c)
T

2E> (delete-chunk c)

#|wWarning: Cannot delete chunk C because it is marked as immutable. [#
NIL

E> (delete-chunk c)

#|wWarning: get-chunk called with no current model. |#
NIL

purge-chunk

Syntax:

purge-chunk chunk-name -> [ t | nil ]
purge-chunk-fct chunk-name -> [t | nil ]
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Remote command name:
purge-chunk

Arguments and Values:
chunk-name ::= the name of a chunk
Description:

Purge-chunk removes the chunk named chunk-name from the set of chunks in the current model
using delete-chunk and releases the name of that chunk using the release-name command as
described under the naming module. If chunk-name is the name of a chunk in the current model and

its name was released then t is returned.

If chunk-name does not name a chunk in the current model or there is no current model then a

warning is printed and nil is returned.
If the chunk is deleted, but the name is not released nil is returned without a warning being printed.

As with delete-chunk, there is no additional clean-up done in conjunction with purging the chunk.
Thus, if it is used as a slot value in another chunk or currently residing in a buffer undefined

consequences could arise.

Because purge-chunk also attempts to unintern the name of the chunk it should only be used for
chunks for which the name was automatically generated by ACT-R or explicitly generated with the
new-name command. This is not going to be a command used by most modelers. However, in
situations where (computer) memory usage is important in long running models or models which

generate a lot of temporary chunks, explicitly freeing some of that space may be necessary.

Examples:

These examples assume that there are chunks named a and b.

1> (copy-chunk b)
B-0

2> (purge-chunk-fct 'b-0)

T

3E> (purge-chunk b-0)

#|Warning: B-0 does not name a chunk in the current model. |#

NIL

> (purge-chunk a)
NIL
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E> (purge-chunk a)
#|Warning: get-chunk called with no current model. |#
NIL

merge-chunks

Syntax:

merge-chunks chunk-name-1 chunk-name-2 -> [ chunk-name-1 | nil ]
merge-chunks-fct chunk-name-1 chunk-name-2 -> [ chunk-name-1 | nil ]

Remote command name:
merge-chunks
Arguments and Values:

chunk-name-1 ::= the name of a chunk
chunk-name-2 ::= the name of a chunk

Description:

If the chunks named by chunk-name-1 and chunk-name-2 are equivalent chunks as determined by

equal-chunks then both chunks are replaced by a single chunk. Effectively, the two chunks are

merged into one chunk. The “true name” of the merged chunk will be chunk-name-1, but references

which use either name will still be valid and now refer to the single chunk resulting from the merge.

If the chunks are merged, then any additional chunk parameters that have been added to the chunks

will remain those that existed for chunk-name-1 unless there is a merge-function defined for the

parameter.

If either chunk is later deleted, both of the chunks will become unavailable i.e. deleting any one of a

set of merged chunks deletes all of those merged chunks since there is only one underlying chunk.

If the chunks are equivalent as tested by eg-chunks then no actions are taken and chunk-name-1 is

returned.

If the chunks are successfully merged, then chunk-name-1 is returned.

If the chunks are not equal-chunks nil is returned.
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If either name does not name a chunk in the current model or there is no current model then a

warning is displayed and nil is returned.

The merge-chunks command is primarily for use by the declarative memory module, and it is not
expected to be used elsewhere but is available if one finds a need. As with delete-chunk, it should be
used carefully to avoid circumstances were chunks to which other modules already have references

are merged which could result in unexpected consequences.

It is safe to merge a chunk which is not storable with another existing chunk when the storable chunk
is the second chunk provided. In that case only the parameters of the existing chunk will be updated
— the name of the non-storable chunk will not be associated with the existing chunk. However, using
a non-storable chunk as the first chunk in a merging pair may not always perform as desired (given

how merging as the second chunk is handled) and should typically be avoided.

Examples:

1> (chunk-type test slotl slot2)
TEST

2> (define-chunks (a slotl 10)

(b slot1 10)

(c slotl 10 slot2 t))
(A BC)

3> (merge-chunks a a)
A

4> (eqg-chunks a b)
NIL

5> (merge-chunks-fct 'a 'b)
A

6> (eq-chunks a b)
T

7> (merge-chunks a c)
NIL

E> (merge-chunks a not-a-chunk)

#|Warning: NOT-A-CHUNK does not name a chunk in the current model. |#
NIL

E> (merge-chunks a b)

#|Warning: get-chunk called with no current model. |#

#|wWarning: get-chunk called with no current model. |#
NIL

create-chunk-alias

Syntax:

110



create-chunk-alias chunk-name alias -> [ alias | nil ]
create-chunk-alias-fct chunk-name alias -> [alias | nil ]

Remote command name:

create-chunk-alias
Arguments and Values:

chunk-name ;:= the name of a chunk
alias ::= a name that is not the name of a chunk

Description:

If the chunk specified by chunk-name exists in the current model and the name provided as an alias is
not the name of a chunk in the current model then alias will be added as a reference to the chunk
chunk-name. This works essentially the same as if a chunk named alias had been merged with the

chunk named chunk-name.
If the alias is successfully created, then alias is returned.

If chunk-name does not name a chunk in the current model, alias is not a valid name, alias is already
the name of a chunk in the model, or there is no current model then a warning is displayed and nil is

returned.

This command is not likely to be used often, but it may be helpful if a chunk which has a long name
is generated automatically by the model and one needs to perform lots of actions or tests using that
chunk.

Examples:
1> (define-chunks (a) (b))
(A B)

2> (chunk-p alias)
NIL

3> (create-chunk-alias a alias)
ALIAS

4> (eq-chunks a alias)
T

5E> (create-chunk-alias-fct 'a 'b)

#|Warning: B is already the name of a chunk in the current model and cannot be used as an
alias. |#

NIL

E> (create-chunk-alias ¢ new-chunk-name)
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#|Warning: C is not the name of a chunk in the current model. [#
NIL

E> (create-chunk-alias a alias)

#|Warning: create-chunk-alias called with no current model. |#
NIL

make-chunk-immutable

Syntax:
make-chunk-immutable chunk-name -> [t | nil ]
Remote command name:

make-chunk-immutable
Arguments and Values:
chunk-name ::= the name of a chunk
Description:

The make-chunk-immutable command (which is a Lisp function despite the lack of a —fct) can be
used to prevent a chunk’s contents from being modified. The parameters of that chunk may still be
modified, but the slot contents will remain fixed in the model — the immutability is not reversible.
This is not a command which will likely ever be needed when creating a model, but it can be
important for the implementation of a module. The declarative memory model relies on this to

prevent changes from occurring to the stored chunks.

If chunk-name names a chunk in the current model then it is marked as immutable and t is returned.
If chunk-name does not name a chunk in the current model or there is no current model then nil is

returned, and a warning will be printed in the case of no current model.

Examples:

1> (define-chunks (a value 1))

(A)

2> (chunk-slot-value a value)
1

3> (mod-chunk a value 2)
A

4> (chunk-slot-value a value)
2

5> (make-chunk-immutable 'a)
T
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6E> (mod-chunk a value 3)
#|Warning: Cannot modify chunk A because it is immutable. |#
NIL

7> (chunk-slot-value a value)
2

E> (make-chunk-immutable 'not-a-chunk)
NIL

E> (make-chunk-immutable 'a)
#|Warning: get-chunk called with no current model. |#
NIL

true-chunk-name

Syntax:

true-chunk-name chunk-name -> [ true-name | chunk-name ]
true-chunk-name-fct chunk-name -> [ true-name | chunk-name ]

Remote command name:
true-chunk-name
Arguments and Values:

chunk-name ::= any value
true-name ::= the name of a chunk in the current model

Description:

True-chunk-name is used to find the “true name” of a chunk in the current model. The true name of a
chunk which has not been merged with another chunk is its own name. The true name of a chunk
that has been merged with another chunk is the true name of the chunk that was returned from a
merging of that chunk with another. The true name of a chunk alias is the true name of the chunk to

which it was aliased.

If chunk-name is the name of a chunk in the current model then its true name is returned. If chunk-

name is any other value, then chunk-name is returned.

If there is no current model then a warning is printed and chunk-name is returned.

Examples:

1> (define-chunks (a) (b) (c))
(A BC)
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2> (merge-chunks a b)
A

3> (create-chunk-alias b alias)
ALIAS

4> (true-chunk-name a)
A

5> (true-chunk-name-fct 'c)
6> (true-chunk-name b)
7> (true-chunk-name alias)

8> (true-chunk-name d)
D

> (true-chunk-name 100)
100

E> (true-chunk-name t)
#|Warning: get-chunk called with no current model. |#
T

normalize-chunk-names

normalize-chunk-names { unintern } -> nil
Remote command name:
normalize-chunk-names

Arguments and Values:

unintern ::= a generalized boolean indicating whether to delete the merged chunks and release the
names

Description:

The normalize-chunk-names command will iterate through all chunks in the current model and
replace all chunk references in slots with the true name of that chunk. That may be useful for

debugging purposes and the naming module has a parameter (:ncnar) which can trigger this call

automatically.

In addition, if the unintern parameter is true then all chunks which have been merged with other
chunks (those for which their name is not the chunk’s true name) will be deleted from the model and

the chunk name will be released using release-name.
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The command will always return nil. If there is no current model then a warning will be printed

indicating that.

Notes: This command may take a long time to run if the model has a large number of chunks. Also,
the unintern option is generally not recommended because it may cause problems for modules which
have stored internal references to those temporary names. However, in some extreme circumstances
(a very long continuous run or a model which does a lot of buffer manipulations over a long run) a
model can generate so many chunk name symbols than it can become unable to continue running (the
Lisp heap or the physical memory of the machine is exhausted) thus calling normalize-chunk-names
periodically with the unintern option would be necessary to continue running. If you are
encountering such situations, please let me know about it because there may be other options or

changes that could be made.

Examples:

To show the command in use, there must be a chunk which has been merged with another and also
used in a slot value.

1> (chunk-type test slotl slot2)
TEST

2> (define-chunks (c1 slotl 10 slot2 t)
(c2 slotl 1 slot2 t)
(c3 slotl c2))

(C1 Cc2 C3)
3> (pprint-chunks c3)
C3
SLOT1 C2
(C3)
4> (merge-chunks cl1 c2)
Cc1
5> (normalize-chunk-names)
NIL
6> (pprint-chunks c3)
C3
SLOT1 C1
(C3)
7> (pprint-chunks c2)
Cc2 (C1)
SLOT1 1
SLOT2 T
(C2)
8> (normalize-chunk-names t)
NIL
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9> (pprint-chunks c2)
(:ERROR)

E> (normalize-chunk-names)

#|Warning: No current model in which to normalize chunk names. |#
NIL

chunk-filled-slots-list

Syntax:

chunk-filled-slots-list chunk-name {sorted} -> [( slot-name* ) | nil ]
chunk-filled-slots-list-fct chunk-name {sorted} -> [( slot-name* ) | nil ]

Remote command name:

chunk-filled-slots-list
Arguments and Values:

chunk-name ::= the name of a chunk
slot-name ::= the name of a slot
sorted ::= a generalized boolean indicating whether the returned list should be in a canonical order

Description:

Chunk-filled-slots-list is used to get a list of the slots which contain values in the chunk specified by
chunk-name in the current model. If the optional sorted parameter is provided with a non-nil value
then the list returned will be sorted so that if two chunks have the same set of slots with values then
this command will return the same list for both. If the sorted parameter is not provided or specified
as nil then there is no guarantee on the ordering of the list returned — two calls with the same chunk
may return lists in different orders and different chunks with the same set of slots may return lists in

different orders.
If chunk-name is invalid or there is no current model then a warning is printed and nil is returned.

Examples:

1> (define-chunks
(a color blue value "a")
(b value "b" color green)
(c)
(d size 100))

(A B C D)

2> (chunk-filled-slots-1list a)
(COLOR VALUE)

3> (chunk-filled-slots-list-fct 'b)
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(VALUE COLOR)

4> (chunk-filled-slots-list c)
NIL

5> (chunk-filled-slots-list-fct 'd)
(SIZE)

6> (chunk-filled-slots-list a t)
(VALUE COLOR)

7> (chunk-filled-slots-list b t)
(VALUE COLOR)

E> (chunk-filled-slots-1list "not-a-chunk")
#|Warning: "not-a-chunk" does not name a chunk in the current model. |#
NIL

E> (chunk-filled-slots-1list a)
#|Warning: get-chunk called with no current model. |[#
NIL

chunk-not-storable

Syntax:

chunk-not-storable chunk-name -> [t | nil ]
Remote command name:
chunk-not-storable

Arguments and Values:

chunk-name ::= the name of a chunk
Description:

Chunk-not-storable is used to check whether the chunk specified by chunk-name in the current model
is safe to store for later use or should be copied before being stored for later use. The chunks which
are not storable are chunks which are reused by buffers. If the chunk is not storable then this
command will return t. Otherwise it will return nil, and it will print a warning if there is no current

model.

This is not something that is likely to be used by a modeler, but those creating new modules,
particularly something that functions like declarative memory, may require checking chunks with this

command.

Examples:

1> (load-act-r-model "ACT-R:tutorial;unitl;addition.lisp")
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2> (run 1)

3> (chunk-not-storable
NIL

4> (buffer-chunk goal)
GOAL: GOAL-CHUNKO
GOAL - CHUNKO

ARG1 FIVE
ARGZ2 TWO
SUM SEVEN

(GOAL - CHUNKO)

5> (chunk-not-storable
e

6> (chunk-not-storable
NIL

E> (chunk-not-storable

#|Warning: get-chunk called with no current model.

NIL

'seven)

'goal-chunko)

:not-a-chunk)

|a)

| #
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General Parameters

General parameters are the primary means of configuring the operation of ACT-R both from a
usability standpoint and at the level of controlling the performance of a model. They can be used to
control how much output is shown when a model runs or to adjust how long it takes a model to
retrieve a chunk from its declarative memory as well as many other things. Each module in the
system can make available any number of general parameters that are relevant to its operation. The
specific parameters of each module will be described in that module’s section. In this section, the
common aspects of those parameters will be described along with the commands that can be used to

set, get, and show them.

The general parameters are each referenced by a name which is a Lisp keyword (a symbol that starts
with a colon character) e.g. :v or :trace-detail, and can be set to some value which is meaningful to
the module that owns the parameter. Each one has a default value specified by the owning module
and often there are limits as to what values can be given to a particular parameter. Attempting to set
an invalid value will result in a warning and no change in the parameter. In most cases the parameter
values are specific to the model in which it is set i.e. two concurrent models could have different
values for the same general parameter. However, there can be exceptions to that. For example, a
module created to provide models with an interface to an external simulation might provide
parameters to specify the details for connecting to that simulation, and all models which use that
module will be using the same parameter values, regardless of which model set them, to connect to
the same simulation. None of the provided modules operate that way, but it is worth noting that

modules could be added which have parameters that are linked between models.

One final thing to note about general parameters is that it is possible for modules other than the
parameter’s owning module to monitor the parameter setting and possibly modify the parameter. The

details of doing that are covered in the module creation section. Because of that, one should be aware

that it is possible for parameters to start with values other than their specified default after a model is
reset or to be set to a value different than one the user requests if a monitoring module changes it. An
example of the first situation (a starting value other than the default) exists in the main ACT-R
system with the :do-not-harvest parameter. The procedural module owns that parameter and specifies
a default value of nil, but the goal module will change that parameter at reset time to include the goal
buffer. Also, if one is using the ACT-R Environment many of the tools it makes available will set
parameters to get the information so that they can get the desired information. There are no modules

in the provided set which modify the values a user specifies, but an example where such a situation
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could be used might be a module which provides support for modeling alertness or sleepiness. It
could automatically adjust the parameters that a user specifies for controlling other modules to take
into account the current alertness setting. Of course it would not have to work that way, but it is a

possibility.

Commands

sgp
Syntax:

sgp {[ param-name*| param-value-pair*]} -> [ nil | ([param-value | :bad-parameter-name | :invalid-value]*) ]
sgp-fct ({[ param-name*| param-value-pair*]}) -> [ nil | ([param-value | :bad-parameter-name |
:invalid-value]*) ]

Arguments and Values:

param-name ::= the name of a parameter

param-value-pair ::= param-name new-param-value

new-param-value ::= a value to which the preceding param-name is to be set
param-value ::= the current value of a param-name

Description:

Sgp is used to set or get the value of the parameters from the modules of the current model.

If no parameters are provided, all of the current model's parameters are printed to the command-trace.
They are organized alphabetically by module name and then by parameter name within a module, and
nil is returned. For each parameter, its name and current value is printed followed by the default

value and any documentation provided by the module that owns the parameter.

If all of the parameters passed to sgp are keywords, then it is a request for the current values of those
general parameters’ values in the current model. Those parameters are printed and a list of their
values in the order requested is returned. If any of the names are not of valid parameters then a
warning is displayed and the keyword :bad-parameter-name is returned for that position in the list.
Note: because the test to determine that a call to sgp is a request for parameter values is that all the
values passed to sgp are keywords, a module should never have a parameter accept a keyword as a

possible value because it will not be possible to set such a parameter value on its own.

If there are any non-keyword parameters in the call to sgp and the total number of elements is even,

then they are assumed to be pairs of a parameter name and a parameter value. Each of those
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parameter values will be passed to the corresponding parameter’s owning module and all monitoring
modules. The return value will be the current settings of those parameters in the order given (the
values may or may not be the same as the values passed in to set them depending on the module)
unless a parameter value was not of the appropriate type as required by the module. In that case, a

warning is printed and the value returned in that position will be the keyword :invalid-value.

If there are non-keywords passed to sgp and the number of items is odd or if there is no current model

at the time of the call, then a warning is displayed and nil is returned.

Examples:

:DIGIT-DETECT-DELAY 0.3 default:
:DIGIT-DURATION 0.6 default:
:DIGIT-RECODE-DELAY 0.5 default:
*HEAR-NEWEST-ONLY NIL default:
:SOUND-DECAY-TIME 3.0 default:
:TONE-DETECT-DELAY 0.05 default:
:TONE-RECODE-DELAY 0.285 default:

Lag between onset and detectability for digits
Default duration for digit sounds.
: Recoding delay for digit sound content.
: Whether to stuff only the newest unattended
: The amount of time after a sound has
5 : Lag between sound onset and detectability ...
85 : Recoding delay for tone sound content.

OO W=Z2000
e e 2 e o«
NOOrr oo w

> (sgp :v :1f)

:V T (default T) : Verbose controls model output
:LF 1.0 (default 1.0) : Latency Factor

(T 1.0)

> (sgp-fct '(:v nil :1f 4.5))
(NIL 4.5)

E> (sgp-fct '(:v t :1f nil))
#|Warning: Parameter :LF cannot take value NIL because it must be a positive number. |#
(T :INVALID-VALUE)

E> (sgp :not-a-parameter 10)

#|Warning: Parameter :NOT-A-PARAMETER is not the name of an available parameter |#
( :BAD-PARAMETER-NAME)

E> (sgp :esc t :v)

#|Warning: 0dd number of parameters and values passed to sgp. |#
NIL

E> (sgp)
#|Warning: sgp called with no current model. |#
NIL

get-parameter-default-value

Syntax:
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get-parameter-default-value param-name -> [ param-default | :bad-parameter-name |
Arguments and Values:

param-name ::= the name of a parameter
param-default ::= the default value specified for param-name when it was defined

Description:

The get-parameter-default-value command is used to get the default value that a parameter was given
when it was defined. If param-name is the name of a general parameter then the default value
specified for that parameter is returned. If param-name does not name a general parameter then a

warning is printed and :bad-parameter-name is returned.

Examples:

> (get-parameter-default-value :v)

E> (get-parameter-default-value :not-a-param)
#|Warning: Invalid parameter name :NOT-A-PARAM in call to get-parameter-default-value. |#
:BAD-PARAMETER-NAME

with-parameters

Syntax:

with-parameters parameter-list form* -> [ result | nil ]
with-parameters-fct parameter-list form* -> [ result | nil ]

Arguments and Values:

parameter-list ::= ({param-name value}*)

param-name ::= the name of a parameter

value ::= a value to which the preceding parameter should temporarily be set
form ::= a valid Lisp expression to evaluate

result ::= the value returned from the last form evaluated

Description:

The with-parameters command is used to temporarily set some parameters in the current model and
then execute some commands. If all of the param-name values provided name valid parameters then
each will be set to the corresponding value given before evaluating the forms. After those forms have

been evaluated each of those parameters will be set back to the value it had previously and the result
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of the last form evaluated will be returned. The forms are evaluated in an unwind-protect so that the

restoring of the parameters occurs even if the forms result in an error.

If any of the param-name values do not name a valid parameter or there is no current model then a

warning will be printed, the forms will not be evaluated, and nil is returned.

The difference between with-parameters and with-parameters-fct is not quite the same as it is for

other commands. In this case both are macros, but with-parameters-fct evaluates the items on the

parameter-list and with-parameters does not. Thus the parameter-list for with-parameters will look

similar to what one would provide to sgp whereas the parameter-list for with-parameters-fct may

contain expressions and variables which need to be evaluated.

Examples:

This example sequence assumes that the count model from unit 1 of the tutorial is loaded.

1> (reset)
T

CG-USER(42):

(o)

.000
0.000
.000
.000
.050
.050
.050
.050
.050
.050
.050

[cNoNoNoNoNoNoNoNO])

0.05
13
NIL

2> (with-parameters (:v nil)
(run .05))

0.05
6
NIL

(run .05)
GOAL
PROCEDURAL
PROCEDURAL
PROCEDURAL
PROCEDURAL
PROCEDURAL
PROCEDURAL
PROCEDURAL
DECLARATIVE
PROCEDURAL

SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL

CONFLICT-RESOLUTION
PRODUCTION-SELECTED START
BUFFER-READ-ACTION GOAL
PRODUCTION-FIRED START
MOD-BUFFER-CHUNK GOAL
MODULE-REQUEST RETRIEVAL
CLEAR-BUFFER RETRIEVAL
start-retrieval
CONFLICT-RESOLUTION

Stopped because time limit reached

3> (with-parameters-fct (:trace-detail 'low)

0.150

TWO
0.150

0.05

7

NIL

4> (run .05)
0.200
0.200
0.200
0.200
0.200

(run .05))

PROCEDURAL

DECLARATIVE
DECLARATIVE
PROCEDURAL
PROCEDURAL
PROCEDURAL

PRODUCTION-FIRED INCREMENT

Stopped because time limit reached

RETRIEVED-CHUNK THREE
SET-BUFFER-CHUNK RETRIEVAL THREE
CONFLICT-RESOLUTION
PRODUCTION-SELECTED INCREMENT
BUFFER-READ-ACTION GOAL
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0.200 PROCEDURAL BUFFER-READ-ACTION RETRIEVAL
0.200  ------ Stopped because time limit reached
0.05
7
NIL
E> (with-parameters (:not-valid 10)
(run .05))
#|Warning: :NOT-VALID is not the name of a parameter. with-parameters body ignored. |#
NIL
E> (with-parameters-fct (:v)
(run .05))
#|Warning: 0dd length parameters list in call to with-parameters. The body is ignored. |#
NIL
E> (with-parameters (:v t)
(run 1))

#|Warning: with-parameters called with no current model. |#
NIL

get-parameter-value

Syntax:
get-parameter-value param-name -> [ param-value | :bad-parameter-name | :no-model ]
Remote command name:

get-parameter-value param-name -> [ 'param-value' | :bad-parameter-name | :no-model |

Arguments and Values:

param-name ::= the name of a parameter
param-value ::= the current value for the parameter param-name

Description:

The get-parameter-value command is used to get the current value that a parameter has in the current
model. If param-name is the name of a parameter then the current value for that parameter is
returned. If param-name does not name a general parameter then a warning is printed and :bad-
parameter-name is returned. If there is no current model then a warning is printed and :no-model is

returned.

Examples:

> (get-parameter-value :1f)
0.05

E> (get-parameter-value 'bad)

#|Warning: Invalid parameter name BAD in call to get-parameter-value. |#
: BAD-PARAMETER-NAME
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E> (get-parameter-value :v)
#|Warning: get-parameter-value called with no current model. |#
:NO-MODEL

set-parameter-value

Syntax:

set-parameter-value param-name new-value -> [ param-value | :bad-parameter-name | :invalid-value |
:no-model ]

Remote command name:

set-parameter-value param-name 'new-value' -> [ 'param-value' | :bad-parameter-name | :invalid-value |
:no-model ]

Arguments and Values:
param-name ::= the name of a parameter
new-value ::= a value which will be set as the new value for param-name

param-value ::= the current value for the parameter param-name

Description:

The set-parameter-value command is used to set the current value for a parameter in the current

model. If param-name is the name of a parameter and param-value is a valid value for that parameter

then the current value for that parameter is set to the new-value provided and the current value

reported by the module is returned (that might not be the same as new-value depending on the

module). If param-name does not name a general parameter then a warning is printed and :bad-

parameter-name is returned. If param-value is not a valid value for param-name then a warning is

printed and :invalid-value is returned. If there is no current model then a warning is printed and :no-

model is returned.

Examples:

> (set-parameter-value :v t)
T

> (set-parameter-value :do-not-harvest 'visual)
(VISUAL TEMPORAL GOAL)

E> (set-parameter-value :bad-name t)
#|Warning: Parameter :BAD-NAME is not the name of an available parameter |#
: BAD-PARAMETER - NAME

E> (set-parameter-value :1f t)
#|Warning: Parameter :LF cannot take value T because it must be a non-negative number. |#
:INVALID-VALUE
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E> (set-parameter-value :v t)
#|Warning: set-parameter-value called with no current model. |#
:NO-MODEL
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System Parameters

System parameters are similar to general parameters, but they are only used for configuring the
operation of the ACT-R software itself. They do not have to be connected to any particular module
or model and changing one will affect all models. They also retain their settings across a reset or
clear-all therefore they will generally only need to be set once if one needs to use them and probably

will not be included in a model definition.

Commands

ssp

Syntax:

ssp {[ param-name* | param-value-pair*]} -> [ nil | ([param-value | :bad-parameter-name | :invalid-value]*) ]
ssp-fct ({[ param-name* | param-value-pair*]}) -> [ nil | ([param-value | :bad-parameter-name |
:invalid-value]*) ]

Arguments and Values:

param-name ::= the name of a system parameter

param-value-pair ::= param-name new-param-value

new-param-value ::= a value to which the preceding param-name is to be set
param-value ::= the current value of a param-name

Description:

The ssp command is used to set or get the value of the system parameters.

If no parameters are provided, all of the current system parameters are printed to the general-trace
and nil is returned. For each parameter, its name and current value is printed followed by the default

value and any documentation it has.

If all of the parameters passed to ssp are keywords, then it is a request for the current values of those
parameters. Those parameters are printed and a list of their values in the order requested is returned.
If any of the names are not of valid parameters then a warning is displayed and the keyword :bad-

parameter-name is returned for that position in the list.

If there are any non-keyword parameters in the call to ssp and the total number of elements is even,
then they are assumed to be pairs of a parameter name and a parameter value. Each of those

parameters will be set to the provided value. The return value will be the current settings of those
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parameters in the order given unless a parameter value was not an appropriate value. In that case, a

warning is printed and the value returned in that position will be the keyword :invalid-value.

If there are non-keywords passed to ssp and the number of items is odd then a warning is displayed

and nil is returned.

Examples:

> (ssp)

:ACT-R-VERSION "7.26-<internal>"
:ACT-R-MAJOR-VERSION 26

: STARTING-PARAMETERS NIL
*ACT-R-MINOR-VERSION 0

:MCTRT NIL

:MCTS NIL

:SAFE-PERCEPTUAL -BUFFERS (TEMPORAL VISUAL-LOCATION AURAL-LOCATION)

:ACT-R-ARCHITECTURE-VERSION 7
:HIGH-PERFORMANCE NIL
:CHECK-ACT-R-VERSION T
NIL

> (ssp :mcts)
(NIL)

> (ssp :mcts 10000)
(10000)

E> (ssp :mcts 'this)

#|Warning: System parameter :MCTS cannot take value (QUOTE THIS) because it must be

positive number or nil. |#
(: INVALID-VALUE)

E> (ssp :bad-name)
( : BAD-PARAMETER-NAME)

E> (ssp :mcts 100 :mctrt)
#|Warning: 0dd number of parameters and values passed to ssp. |[#
NIL

get-system-parameter-value

Syntax:

default:
default:
default:
default:
default:
default:
default:
default:
default:
default:

get-system-parameter-value param-name -> [ param-value | :bad-parameter-name ]

Remote command name:

get-system-parameter-value param-name -> [ 'param-value' | :bad-parameter-name ]

Arguments and Values:

param-name ::= the name of a system parameter
param-value ::= the current value for the system parameter param-name
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Description:

The get-system-parameter-value command is used to get the current value of a system parameter. If
param-name is the name of a parameter then the current value for that parameter is returned. If
param-name does not name a system parameter then a warning is printed and :bad-parameter-name

is returned.

Examples:

> (get-system-parameter-value :act-r-version)
"7.10-<internal>"

E> (get-system-parameter-value :does-not-exist)
:BAD-PARAMETER-NAME

set-system-parameter-value

Syntax:

set-system-parameter-value param-name new-value -> [ param-value | :bad-parameter-name |
:invalid-value ]

Remote command name:

set-system-parameter-value param-name 'new-value' -> [ 'param-value' | :bad-parameter-name |
:invalid-value ]

Arguments and Values:

param-name ::= the name of a system parameter
new-value ::= a value which will be set as the new value for param-name
param-value ::= the current value for the parameter param-name

Description:

The set-system-parameter-value command is used to set the current value for a system parameter. If
param-name is the name of a system parameter and param-value is a valid value for that parameter
then the current value for that parameter is set to the new-value provided and the current value is
returned (that might not be the same as new-value depending on the parameter). If param-name does
not name a system parameter then a warning is printed and :bad-parameter-name is returned. If
param-value is not a valid value for param-name then a warning is printed and :invalid-value is

returned.

Examples:
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> (set-system-parameter-value :mcts 400)
400

E> (set-system-parameter-value :bad-name 1)

#|Warning: Parameter :BAD-NAME is not the name of an available system parameter |#
:BAD-PARAMETER-NAME

E> (set-system-parameter-value :mcts "a")

#|Warning: System parameter :MCTS cannot take value a because it must be positive number

or nil. |#
:INVALID-VALUE

Parameters
:high-performance

The high-performance system parameter can be set to change the default values for several of the
normal parameters as well as to disable the system output (more thoroughly than just setting the :v

parameter to nil).

The possible values for :high-performance are:

* nil - normal system operation (the default value)

* t — disables ACT-R output commands and sets the default values of these parameters as
shown: (:ncnar nil :style-warnings nil :model-warnings nil :cmdt nil :lhst nil :rhst nil :stable-

loc-names nil :visual-movement-tolerance 0).

The default value is nil. This system parameter can only be changed when there are no models
defined.
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Generating Output

Many of the commands in ACT-R result in output being printed. There is a printing module which
can be used to control where and when certain things are printed, and that is described in detail in a
separate section. For now the general aspects of the output will be described as well as the
commands that are used to generate the output. The generated output is sent through the appropriate

signal of the dispatcher described in the ACT-R Output section.

Model Output

Model output is essentially all the things that are printed by a running model. The trace of the model
is considered model output as are various internal module specific traces and notices. Model output

is usually sent using the model-trace signal, but the printing module has a parameter named :v which

allows one to redirect the output elsewhere or disable it.

Command Output

Command output is what gets printed when one calls one of the ACT-R commands, for example the
parameter listing when one calls sgp. Command output depends upon there being a current model.
By default this is sent using the command-trace signal, but like model output, it is configurable by a

separate printing module parameter named :cmdt. Thus, one could have model output going one

place and command output going elsewhere if desired. Often, one does not need or want the printed
output from an ACT-R command because only the returned value is important. In those situations,

there is a command called no-output that can be used to temporarily disable command output in Lisp.

Warnings

Warnings from ACT-R are always enclosed inside of a Lisp comment block (between the characters
#| and |#) and start with “Warning:”. The reason they are inside a comment block is so they do not
create a problem if someone is using Lisp to read an output file generated by a model trace which
might contain warnings. It also distinguishes them from any other warnings that may be generated by
the system in Lisp or some other language when accessed remotely. There are two general classes of
warnings and they are created with different commands. The first is referred to as model warnings.
These are things like “undefined chunk FOO being created with no slots.” They inform the modeler
of something that was under specified or unusual within a model. They are generally just hints or

suggestions and can often be ignored. In fact, there is a parameter to automatically suppress such
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warnings if desired (though if the model is not working as one would expect turning the model
warnings back on and reading them carefully is probably a good first thing to check). The other type
is just referred to as a warning, and they are generated when an ACT-R command receives invalid
parameters or a more serious issue has occurred e.g. the “... called with no current model” warning.
These are usually more important issues and cannot be turned off with a simple switch. Warnings are

sent using the warning-trace signal.

Other Output

If one needs to create other output which does not depend upon a model and/or is not a warning, then

there is a command for that as well. That output will be sent using the general-trace signal.

Commands
model-output

Syntax:

model-output control-string {args*} -> nil

Remote command name:

model-output output-string

Arguments and Values:

control-string ::= a Lisp format control (a format string or function as returned by the formatter macro)
args ::= arguments as required by the control-string provided

output-string ::= a string to be output

Description:

Model-output is used to print model related output based on the settings of the current model.

Typically, that output will go to the model-trace, but can be redirected by the printing module. The

Lisp command will pass the provided control-string and args to format to generate the string to
output, but the remote version requires specifying the string to display completely. The output
created will be followed by a new line. The Lisp version does not test the control-string or args for

correctness, so any problems will likely trigger an error or warning from the format function.

If there is no current model a warning is printed and no other output is generated.
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It always returns nil.

Examples:

> (model-output "This is ~A the ACT-R ~d model-output command" "output from" 7)
This is output from the ACT-R 7 model-output command

NIL

E> (model-output "This is ~A the ACT-R ~d model-output command" "output from" 7)

#|Warning: get-module called with no current model. |#
NIL

meta-p-output

Syntax:
meta-p-output control-string {args*} -> nil
Arguments and Values:

control-string ::= a Lisp format control (a format string or function as returned by the formatter macro)
args ::= arguments as required by the control-string provided

Description:

Meta-p-output is used to send the same output to all of the currently defined models. It sends that
output using model-output for each model, but only sending out once to each different output
destination i.e. if all models are configured to send output to the default location then only one output
will occur. It does not test the control-string or args for correctness, so any problems will likely

trigger an error or warning from the format function.
It always returns nil.

Meta-p-output is used internally for printing the trace because there can be multiple models running
concurrently. It is not likely that users or module writers will have need for meta-p-output because it
is above the level of a model or module, but it is described because its results are seen when using

simultaneous multiple models.

One thing to note about meta-p-output is that it will evaluate the args separately for each stream to
which the output is written. If there are no output streams (all models have :v set to nil for example)
then the args are not evaluated. Thus, if there are any actions with side effects in the args the results

could differ when the number of different locations to which output is written changes.

Examples:
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> (meta-p-output "This is from ~s" "meta-p-output")
This is from "meta-p-output"
NIL

command-output

Syntax:

command-output control-string {args*} -> nil

Remote command name:

command-output output-string

Arguments and Values:

control-string ::= a Lisp format control (a format string or function as returned by the formatter macro)
args ::= arguments as required by the control-string provided

output-string ::= a string to be output

Description:

Command-output is used to print model related output from user commands based on the settings of

the current model. Typically, that output will go to the command-trace but can be redirected by the

printing module. The Lisp command will pass the provided control-string and args to format to
generate the string to output, but the remote version requires specifying the string to display
completely. The output created will be followed by a new line. The Lisp version does not test the
control-string or args for correctness, so any problems will likely trigger an error or warning from the

format function.

If there is no current model a warning is printed and no other output is generated.

It always returns nil.

Command-output is intended for use by things that print in response to being called outside of a
model run, like the display of parameters from sgp or the chunk printing from pprint-chunks and can

be turned off by the modeler using a parameter or the no-output command.

Examples:

> (command-output "A command-output ~s" 'example)
A command-output EXAMPLE
NIL

E> (command-output "A command-output ~s" 'example)
#|Warning: get-module called with no current model. |#
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NIL

no-output

Syntax:
no-output {form*} -> [ result | nil ]
Arguments and Values:

form ::= a Lisp form to evaluate
result ::= the return value from the last form evaluated

Description:

No-output is used to disable the command output of the current model while evaluating the forms

provided. It returns the value returned by the last form evaluated.
If there is no current model a warning is printed and nil is returned.

No-output can be useful if one wants to get the results from an ACT-R command without having to
see any of its output and without needing to explicitly disable and then possibly re-enable the
command output parameter. The “wrapping” of forms like this macro provides is not something that
is possible through the remote interface, but one can suppress the output remotely by not monitoring
and displaying the output signals. However, that is not exactly the same as what happens with no-

output since no-output prevents the output signal from being generated at all.

Examples:

> (no-output (pprint-chunks))
(EXTERNAL LIGHT-GRAY INTERNAL DIGIT CURRENT FULL FREE BLACK ...)

> (no-output (sgp-fct '(:v :1f)))
(T 1.0)

E> (no-output (sgp-fct '(:v :1f)))
#|Warning: get-module called with no current model. |#
NIL

print-warning

Syntax:

print-warning control-string {args*} -> nil
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Remote command name:
print-warning output-string
Arguments and Values:

control-string ::= a Lisp format control (a format string or function as returned by the formatter macro)
args ::= arguments as required by the control-string provided
output-string ::= a string to be output

Description:

Print-warning is used to print a warning message using the warning-trace. The Lisp command will
pass the provided control-string and args to format to generate a string to output, but the remote
version requires specifying the string to display completely. The generated output string is printed
after “#| Warning:” and followed by “[#” and a new line. It does not test the control-string or args for

correctness, so any problems will likely trigger an error or warning from the format function.
It always returns nil.

Print-warning is intended for use in printing important notices of problems or errors that occurred

within a module or command.

Examples:

> (print-warning "This is a warning from ACT-R ~a" "!!I")
#|Warning: This is a warning from ACT-R !! |#

NIL

model-warning

Syntax:

model-warning control-string {args*} -> nil

Remote command name:

model-warning output-string

Arguments and Values:

control-string ::= a Lisp format control (a format string or function as returned by the formatter macro)

args ::= arguments as required by the control-string provided
output-string ::= a string to be output
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Description:

Model-warning is used to print a warning message using the warning-trace. The Lisp command will
pass the provided control-string and args to format to generate a string to output, but the remote
version requires specifying the string to display completely. The generated output string is printed
after “#| Warning:” and followed by “[#” and a new line. It does not test the control-string or args for
correctness, so any problems will likely trigger an error or warning from the format function. If there
is more than one model currently defined then the warning will also include the name of the model in
which the warning was generated. If there is no current model then a warning about that situation is

printed instead of the specified warning.

Model-warning differs from print-warning in that it requires a current model and the printing module

of that model can suppress the model-warning output through the :model-warnings parameter.

It always returns nil.

Model-warning is intended for use when the model causes a problem within a module or a less
serious situation has occurred which the modeler might want to be informed about but which may

often be safely ignore.

Examples:

> (model-warning "This may not be what you wanted: ~s" 'bad-value)
#|Warning: This may not be what you wanted: BAD-VALUE |#
NIL

> (with-model bar (model-warning "There is more than one model defined."))
#|wWarning (in model BAR): There is more than one model defined. |#
NIL

E> (model-warning "This may not be what you wanted: ~s" 'bad-value)
#|wWarning: get-module called with no current model. |#
NIL

one-time-model-warning

Syntax:

onhe-time-model-warning tag control-string {args*} -> nil
Remote command name:

one-time-model-warning tag output-string

Arguments and Values:
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tag ::= any Lisp value

control-string ::= a Lisp format control (a format string or function as returned by the formatter macro)
args ::= arguments as required by the control-string provided

output-string ::= a string to be output

Description:

One-time-model-warning operates like the model-warning command, except that it also requires
specifying a tag which identifies the warning. One-time-model-warning will only output the given
warning if this is the first time that tag has been used (as tested with the Lisp equal function) in a call

to one-time-model-warning in the current model since the system has been reset.
It always returns nil.

Like model-warning, one-time-model-warning is intended for use when the model causes a problem
within a module or a less serious situation has occurred which the modeler might need to be informed
about but which may often be safely ignore. One-time-model-warning can be used if that situation

may occur repeatedly to avoid a new warning being printed each time.

Examples:

1> (one-time-model-warning :demo "This is a warning")
#|Warning: This is a warning |#
NIL

2> (one-time-model-warning :demo "This is a warning")
NIL

3> (one-time-model-warning "different tag" "Another warning")
#|Warning: Another warning |#
NIL

> (with-model bar (one-time-model-warning :other "the ~s warning" 'first))
#|Warning (in model BAR): the FIRST warning |#
NIL

E> (one-time-model-warning :demo "This is a warning")

#|Warning: get-module called with no current model. |#
NIL

138



Running the system

Running the system means executing the events that are in the queue of the meta-process. Those
events may lead to other events being scheduled and that will continue until the stopping condition
specified for the command used to run the system is met. There are several commands for running
the system which have various stopping conditions, which include allowing users to specify an
arbitrary stopping condition. Because it is the meta-process which is run, all of the models that are
defined will be running together, and information about using more than one model at a time is

included in the multiple models section.

The system can run in either a simulated time frame where the events are processed as fast as
possible or in “real time mode” where the execution of the events is synchronized with the passing of
time from some other source. By default, running in real time mode is associated with the actual

passage of time (with a scale factor which can be specified by the modeler) and the model is

constrained to that, but it is possible to synchronize it with other time sources. For now, we will

focus mostly on the simulated time operation.

When running in simulated time the time stamps on the events control the advancement of the clock
in the meta-process. When the meta-process is initialized and whenever it is reset the current time is
set to 0.0. The event with the lowest time stamp is always the next one executed and if that time is
greater than the current time the clock is updated. This allows the system to run much faster than real
time for most models. The important thing to remember is that the timing of the events is produced
by the modules which instantiate the ACT-R theory and thus the predictions of a model do not

depend on how the model is run or the source of the clock.

While the meta-process is running it will print out the events which it executes as they occur. What
is displayed for an event is dependent upon the details of the event itself and the settings of the
printing module for the model which generated the event. That output is referred to as the trace of
the run. That output will be sent to the model-trace using meta-p-output.

Commands & signals

run-start

Signal:

run-start time
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Arguments and Values:

time ::= the current model time in milliseconds

Description:

The run-start signal is generated every time that the system starts running and provides the current

time.

run-stop

Signal:

run-stop time

Arguments and Values:

time ::= the current model time in milliseconds

Description:

The run-stop signal is generated every time that the system stops running and provides the current

time.

run

Syntax:

run run-time {real-time?} -> [ nil | time-passed event-count break? ]
Remote command name:

run

Arguments and Values:

run-time ::= a number greater than 0 indicating the number of seconds to run

real-time? ::= a generalized boolean to indicate whether to run in real time and possibly the scale for
the real time clock (default is nil)

time-passed ::= a number indicating the number of seconds in model time which passed during the run

event-count ::= a number indicating how many events were executed during this run

break? ::= [ t| nil ] indicating whether the run terminated due to a break event

Description:
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Run will run the meta-process until there are either no events remaining to execute, run-time seconds
have passed, or a break event is executed. If the optional real-time? value is provided with a non-nil
value then the model will be run in real time mode. If real-time? is a positive number that will be
used as a scale for the real time clock (a number greater than one would cause the meta-process to run

faster than real time and a number less than one would cause it to run slower than real time).

If run-time is not a number greater than 0 then the meta-process is not run, a warning is printed, and

nil is returned.

If the meta-process is run, then when one of the end conditions has been met, run will output a line in

the trace to indicate which condition terminated the run and it will return three values.

The first value is the number of seconds that passed during this run. The second is a count of the
number of events that were executed (which could be greater than the number of lines shown in the
trace because some events may have no output), and the last indicates whether or not the run was

terminated by a break event. If it was, then the third value will be t otherwise it will be nil.

Examples:

For these examples the count model from unit 1 of the ACT-R tutorial is the only model defined.

> (run 10)
0.000 GOAL
0.000 PROCEDURAL

SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
CONFLICT-RESOLUTION

0.350  ------
0.35
53
NIL

Stopped because no events left to process

> (run .1 t)

0.000 GOAL SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.000 PROCEDURAL PRODUCTION-SELECTED START
0.100 PROCEDURAL BUFFER-READ-ACTION GOAL
0.100 PROCEDURAL BUFFER-READ-ACTION RETRIEVAL
0.100  ------ Stopped because time limit reached
0.1
20
NIL
1> (schedule-break .075)
6
2> (run 10)
0.000 GOAL SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.000 PROCEDURAL PRODUCTION-SELECTED START
0.050 PROCEDURAL CONFLICT-RESOLUTION
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0.075  ------ BREAK-EVENT

E> (run 0)

#|Warning: run-time must be a number greater than zero. |#
NIL

E> (run 'foo)

#|Warning: run-time must be a number greater than zero. |#
NIL

run-full-time

Syntax:
run-full-time run-time {real-time?} -> [ nil | time-passed event-count break? ]
Remote command name:

run-full-time
Arguments and Values:

run-time ::= a number greater than 0 indicating the number of seconds to run

real-time? ::= a generalized boolean to indicate whether to run in real time and possibly the scale for
the real time clock (default is nil)

time-passed ::= a number indicating the number of seconds in model time which passed during the run

event-count ::= a number indicating how many events were executed during this run

break? ::= [ t| nil ] indicating whether the run terminated due to a break event

Description:

Run-full-time will run the meta-process until either run-time seconds have passed or a break event is
executed. This differs from the run command because unless there is a break event run-full-time will
always run for the full run-time specified. If the optional real-time? value is provided with a non-nil
value then the model will be run in real time mode. If real-time? is a positive number that will be
used as a scale for the real time clock (a number greater than one would cause the meta-process to run

faster than real time and a number less than one would cause it to run slower than real time).

If run-time is not a number greater than 0 then the meta-process is not run, a warning is printed, and

nil is returned.

If the meta-process is run, then when one of the end conditions has been met, run-full-time will

output a line in the trace to indicate which condition terminated the run and it will return three values.
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The first value is the number of seconds that passed during this run. The second is a count of the
number of events that were executed (which could be greater than the number of lines shown in the
trace because some events may have no output), and the last indicates whether or not the run was

terminated by a break event. If it was, then the third value will be t otherwise it will be nil.

Examples:

For these examples the count model from unit 1 of the ACT-R tutorial is the only model defined.

> (run-full-time 1.0)

0.000 GOAL SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.000 PROCEDURAL PRODUCTION-SELECTED START
0.350 PROCEDURAL CLEAR-BUFFER RETRIEVAL
0.350 PROCEDURAL CONFLICT-RESOLUTION
1.000  ------ Stopped because time limit reached
1.0
54
NIL

1> (schedule-break .55)

3
2> (run-full-time 2.0 t)
0.000 GOAL SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.000 PROCEDURAL PRODUCTION-SELECTED START
0.350 PROCEDURAL CONFLICT-RESOLUTION
0.550 @ ------ BREAK-EVENT
0.55
54
T

E> (run-full-time -1)
#|Warning: run-time must be a number greater than zero. |#
NIL

E> (run-full-time "2.0")
#|Warning: run-time must be a number greater than zero. |#
NIL

run-until-time

Syntax:

run-until-time end-time {real-time?} -> [ nil | time-passed event-count break? ]
Remote command name:

run-until-time

Arguments and Values:
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end-time ::= a number greater than 0 indicating the explicit time at which the run should stop

real-time? ::= a generalized boolean to indicate whether to run in real time and possibly the scale for
the real time clock (default is nil)

time-passed ::= a number indicating the number of seconds in model time which passed during the run

event-count ::= a number indicating how many events were executed during this run

break? ::= [ t| nil ] indicating whether the run terminated due to a break event

Description:

Run-until-time will run the meta-process until either the specified end-time is reached (which
includes the current time already having passed the specified time) or a break event is executed. This
differs from the run and run-full-time commands because an explicit time is provided instead of a
duration. If the optional real-time? value is provided with a non-nil value then the model will be run
in real time mode. If real-time? is a positive number that will be used as a scale for the real time
clock (a number greater than one would cause the meta-process to run faster than real time and a

number less than one would cause it to run slower than real time).

If end-time is not a number greater than 0 then the meta-process is not run, a warning is printed, and

nil is returned.

If the meta-process is run, then when one of the end conditions has been met, run-until-time will

output a line in the trace to indicate which condition terminated the run and it will return three values.

The first value is the number of seconds that passed during this run. The second is a count of the
number of events that were executed (which could be greater than the number of lines shown in the
trace because some events may have no output), and the last indicates whether or not the run was

terminated by a break event. If it was, then the third value will be t otherwise it will be nil.

Examples:

For these examples the count model from unit 1 of the ACT-R tutorial is the only model defined.

1> (run-until-time .125)

0.000 GOAL SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.000 PROCEDURAL PRODUCTION-SELECTED START
0.100 PROCEDURAL BUFFER-READ-ACTION RETRIEVAL
0.125  ------ Stopped because time limit reached
0.125
21
NIL

2> (run-until-time .1)
0.125  ------ Stopped because end time already passed
0
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0

NIL
3> (run-until-time 10)
0.150 PROCEDURAL PRODUCTION-FIRED INCREMENT
TWO
0.150 PROCEDURAL MOD-BUFFER-CHUNK GOAL
0.350 PROCEDURAL CONFLICT-RESOLUTION
10.000  ------ Stopped because time limit reached
9.875
34
NIL
1> (schedule-break .4)
2
2> (run-until-time .5)
0.000 GOAL SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.000 PROCEDURAL PRODUCTION-SELECTED START
0.350 PROCEDURAL CONFLICT-RESOLUTION
0.400  ------ BREAK-EVENT
0.4
54
T

E> (run-until-time -10)
#|Warning: end-time must be a number greater than zero. |#
NIL

run-until-condition

Syntax:

run-until-condition condition {real-time?} -> [ nil | time-passed event-count break? ]
Remote command name:

run-until-condition

Arguments and Values:

condition ::= a command identifier

real-time? ::= a generalized boolean to indicate whether to run in real time and possibly the scale for
the real time clock (default is nil)

time-passed ::= a number indicating the number of seconds in model time which passed during the run

event-count ::= a number indicating how many events were executed during this run

break? ::= [ t| nil ] indicating whether the run terminated due to a break event

Description:

Run-until-condition will run the meta-process until either the command specified as the condition

returns a non-nil value when called, there are no events to process, a break event is executed, or an

145



error occurs calling that command. The command provided will be called before every event that is to
be executed and it will be passed one parameter which is the time of the next event in milliseconds.
If the optional real-time? value is provided with a non-nil value then the model will be run in real
time mode. If real-time? is a positive number that will be used as a scale for the real time clock (a
number greater than one would cause the meta-process to run faster than real time and a number less

than one would cause it to run slower than real time).

If condition is not a valid command identifier then the meta-process is not run, a warning is printed,

and nil is returned.

If the meta-process is run, then when one of the end conditions has been met, run-until-condition will

output a line in the trace to indicate which condition terminated the run and it will return three values.

The first value is the number of seconds that passed during this run. The second is a count of the
number of events that were executed (which could be greater than the number of lines shown in the
trace because some events may have no output), and the last indicates whether or not the run was

terminated by a break event. If it was, then the third value will be t otherwise it will be nil.

Examples:

For these examples the count model from unit 1 of the ACT-R tutorial is the only model defined.
The Lisp function symbolp used in the examples returns a true value if the parameter passed to it is a
symbol and nil if it is not, and since the value passed to the condition will always be a number it is

always going to return nil.

> (run-until-condition 'symbolp)

0.000 GOAL SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.000 PROCEDURAL PRODUCTION-SELECTED START
0.350 PROCEDURAL CONFLICT-RESOLUTION
0.350  ------ Stopped because no events to process
0.35
53
NIL
1> (schedule-break .275)
5
2> (run-until-condition 'symbolp)
0.000 GOAL SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.000 PROCEDURAL PRODUCTION-SELECTED START
0.250 PROCEDURAL CONFLICT-RESOLUTION
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0.275  ------ BREAK-EVENT

1> (defvar *count* 0)
*COUNT*

2> (defun stop-at-10 (x)
(> (incf *count*) 10))

STOP-AT-10
3> (run-until-condition 'stop-at-10)
0.000 GOAL SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.000 PROCEDURAL PRODUCTION-SELECTED START
0.000 PROCEDURAL BUFFER-READ-ACTION GOAL
0.050 PROCEDURAL PRODUCTION-FIRED START
0.050 PROCEDURAL MOD-BUFFER-CHUNK GOAL
0.050 PROCEDURAL MODULE-REQUEST RETRIEVAL
0.050  ------ Stopped because condition is true
0.05
10
NIL

1> (defun always-nil (x))
ALWAYS-NIL

2> (add-act-r-command "always-nil" 'always-nil "Test fn for run-until-condition example")
T
"always-nil"

3> (run-until-condition "always-nil")

0.000 GOAL SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.000 PROCEDURAL PRODUCTION-SELECTED START
0.350 PROCEDURAL CONFLICT-RESOLUTION
0.350 ------ Stopped because no events to process
0.35
53
NIL

E>: (run-until-condition "not-a-valid-command")
#|Warning: condition must be a function or valid dispatch command string. |#
NIL

run-until-action

Syntax:

run-until-action action {real-time?} -> [ nil | time-passed event-count break? ]
Remote command name:

run-until-action 'action’ {real-time?}

Arguments and Values:

action ::= a symbol or string indicating an event action to stop after
real-time? ::= a generalized boolean to indicate whether to run in real time and possibly the scale for
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the real time clock (default is nil)
time-passed ::= a number indicating the number of seconds in model time which passed during the run
event-count ::= a number indicating how many events were executed during this run
break? ::= [ t | nil ] indicating whether the run terminated due to a break event

Description:

Run-until-action will run the meta-process until either an event with an action that matches the one
specified has been executed, there are no events to process, or a break event is executed. If the
optional real-time? value is provided with a non-nil value then the model will be run in real time
mode. If real-time? is a positive number that will be used as a scale for the real time clock (a number
greater than one would cause the meta-process to run faster than real time and a number less than one

would cause it to run slower than real time).

If action is not a valid command identifier then the meta-process is not run, a warning is printed, and

nil is returned.

If the meta-process is run, then when one of the end conditions has been met, run-until-action will

output a line in the trace to indicate which condition terminated the run and it will return three values.

The first value is the number of seconds that passed during this run. The second is a count of the
number of events that were executed (which could be greater than the number of lines shown in the
trace because some events may have no output), and the last indicates whether or not the run was

terminated by a break event. If it was, then the third value will be t otherwise it will be nil.

Because an action for an event can be specified in multiple ways, there are some subtleties in how the
given action is compared to an event’s action. First, although when running in Lisp only mode one
can provide event actions using Lisp function objects (instead of just a function name) actions of that
type cannot be tested by run-until-action. If the command identifier condition is provided as a
symbol it will be tested in a case-insensitive way to the action of the event regardless of whether that
event action is a symbol or string. If the command identifier condition is a string it will be tested
with a case insensitive test to an event action symbol and case sensitive to an event action that is a
string. That can be seen in the example below where the production-fired event has a symbol as the

event action whereas the “get-time” event has a string as an action.

One final thing to note is that what is shown in the trace for an event may not actually be the action

itself if the event was scheduled with details to display instead of the action. Therefore, it is possible
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for the run to continue past an event which has trace output that matches the action provided if that

event’s true action was different from the details displayed by the event.

Examples:

For these examples the following model is the only model defined and it schedules an event that has a

command string as the action:

(define-model test
(goal-focus-fct (car (define-chunks (value 1))))

(p repeat
=goal>
< value 5
value =v
==>
Ibind! =x (1+ =v)
=goal> value =x)

(schedule-event-relative .175 "get-time" :output nil))

> (run-until-action 'production-fired)

0.000 GOAL SET-BUFFER-CHUNK GOAL CHUNKO NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.050 PROCEDURAL PRODUCTION-FIRED REPEAT
0.050  ------ Stopped because PRODUCTION-FIRED action occurred
0.05
8
NIL
> (run-until-action "production-fired")
0.000 GOAL SET-BUFFER-CHUNK GOAL CHUNKO® NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.050 PROCEDURAL PRODUCTION-FIRED REPEAT
0.050 ------ Stopped because production-fired action occurred
0.05
8
NIL
> (run-until-action "Production-Fired")
0.000 GOAL SET-BUFFER-CHUNK GOAL CHUNKO NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.050 PROCEDURAL PRODUCTION-FIRED REPEAT
0.050  ------ Stopped because Production-Fired action occurred
0.05
8
NIL
> (run-until-action 'get-time)
0.000 GOAL SET-BUFFER-CHUNK GOAL CHUNKO® NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.050 PROCEDURAL PRODUCTION-FIRED REPEAT
0.050 PROCEDURAL CONFLICT-RESOLUTION
0.100 PROCEDURAL PRODUCTION-FIRED REPEAT
0.100 PROCEDURAL CONFLICT-RESOLUTION
0.150 PROCEDURAL PRODUCTION-FIRED REPEAT
0.150 PROCEDURAL CONFLICT-RESOLUTION
0.175  ------ Stopped because GET-TIME action occurred

> (run-until-action "get-time")
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0.000
0.000
0.050
0.050
0.160
0.100
0.150
0.150
0.175

0.175

26

NIL

> (run-until-action "Get-Time")

0.000
0.000
0.050
0.050
0.160
0.100
0.150
0.150
0.200
0.200
0.200

0.2

29

NIL

GOAL

PROCEDURAL
PROCEDURAL
PROCEDURAL
PROCEDURAL
PROCEDURAL
PROCEDURAL
PROCEDURAL

GOAL

PROCEDURAL
PROCEDURAL
PROCEDURAL
PROCEDURAL
PROCEDURAL
PROCEDURAL
PROCEDURAL
PROCEDURAL
PROCEDURAL

E> (run-until-action 2)

#|Warning: run-until-action must be given a name(symbol) or a string,
a FIXNUM. |#

NIL

run-n-events

Syntax:

SET-BUFFER-CHUNK GOAL CHUNKO NIL
CONFLICT-RESOLUTION

PRODUCTION-FIRED REPEAT
CONFLICT-RESOLUTION

PRODUCTION-FIRED REPEAT
CONFLICT-RESOLUTION

PRODUCTION-FIRED REPEAT
CONFLICT-RESOLUTION

Stopped because get-time action occurred

SET-BUFFER-CHUNK GOAL CHUNKO NIL
CONFLICT-RESOLUTION
PRODUCTION-FIRED REPEAT
CONFLICT-RESOLUTION
PRODUCTION-FIRED REPEAT
CONFLICT-RESOLUTION
PRODUCTION-FIRED REPEAT
CONFLICT-RESOLUTION
PRODUCTION-FIRED REPEAT
CONFLICT-RESOLUTION

Stopped because no events left to process

run-n-events num-events {real-time?} -> [ nil | time-passed event-count break? ]

Remote command name:

run-n-events

Arguments and Values:

num-events ::= a number greater than 0 indicating the number of events to run
real-time? ::= a generalized boolean to indicate whether to run in real time and possibly the scale for

the real time clock (default is nil)

but given 2 which is

time-passed ::= a number indicating the number of seconds in model time which passed during the run
event-count ::= a number indicating how many events were executed during this run
break? ::= [ t| nil ] indicating whether the run terminated due to a break event

Description:
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Run-n-events will run the meta-process until either num-events have been executed, there are no
events to process, or a break event is executed. If the optional real-time? value is provided with a
non-nil value then the model will be run in real time mode. If real-time? is a positive number that
will be used as a scale for the real time clock (a number greater than one would cause the meta-
process to run faster than real time and a number less than one would cause it to run slower than real

time).

If num-events is not a number greater than 0 then the meta-process is not run, a warning is printed,

and nil is returned.

If the meta-process is run, then when one of the end conditions has been met, run-n-events will output

a line in the trace to indicate which condition terminated the run and it will return three values.

The first value is the number of seconds that passed during this run. The second is a count of the
number of events that were executed (which could be greater than the number of lines shown in the
trace because some events may have no output), and the last indicates whether or not the run was

terminated by a break event. If it was, then the third value will be t otherwise it will be nil.

Examples:

For these examples the count model from unit 1 of the ACT-R tutorial is the only model defined.

> (run-n-events 10)

0.000 GOAL SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.000 PROCEDURAL PRODUCTION-SELECTED START
0.000 PROCEDURAL BUFFER-READ-ACTION GOAL
0.050 PROCEDURAL PRODUCTION-FIRED START
0.050 PROCEDURAL MOD-BUFFER-CHUNK GOAL
0.050 PROCEDURAL MODULE-REQUEST RETRIEVAL
0.050  ------ Stopped because event limit reached
0.05
10
NIL
> (run-n-events 100)
0.000 GOAL SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.000 PROCEDURAL PRODUCTION-SELECTED START
0.350 PROCEDURAL CONFLICT-RESOLUTION
0.350 ------ Stopped because no events to process
0.35
53
NIL

1> (schedule-break .225)
5
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2> (run-n-events 50)

0.000 GOAL SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.000 PROCEDURAL PRODUCTION-SELECTED START
0.200 PROCEDURAL BUFFER-READ-ACTION RETRIEVAL
0.225  ------ BREAK-EVENT
0.225
35
T

E> (run-n-events "count")
#|Warning: event-count must be a number greater than zero. |#
NIL

run-step

Syntax:
run-step -> time-passed event-count break?

Arguments and Values:

time-passed ::= a number indicating the number of seconds in model time which passed during the run
event-count ::= a number indicating how many events were executed during this run
break? ::= [ t| nil ] indicating whether the run terminated due to a break event

Description:

Run-step is only available from a Lisp prompt, and it will run the meta-process one event at a time.
For each event a summary of the event is printed to *standard-output* and the user is prompted to
respond as to whether that event should be executed, deleted, or the run terminated. This will stop for
all events, even those which do not get displayed in the trace. The user can also show various
debugging information before deciding what to do with the current event. The response is read from
*standard-input* and should be one of the characters indicated in the prompt. It will continue to run
the model until the user requests it to stop, there are no events remaining, or a break event is

executed. Run-step cannot run the model in real time mode.

When one of the end conditions has been met, run-step will output a line in the trace to indicate

which condition terminated the run and it will return three values.

The first value is the number of seconds that passed for the model. The second is a count of the
number of events that were executed (which could be greater than the number of lines shown in the
trace because some events may have no output), and the last indicates whether or not the trial was

terminated by a break event. If it was, then the third value will be t otherwise it will be nil.

152



Run-step can be a useful function for debugging a model because it allows one to walk through the

events one at a time and to inspect the state of the system before every one.

Examples:

For these examples the count model from unit 1 of the ACT-R tutorial is the only model defined.

> (run-step)

Next Event: 0.000 NONE CHECK-FOR-ESC-NIL
[Albort (or [q]uit)
[D]elete

[S]how event queue
[W]aiting events
[B]uffer contents

[V]isicon

[R]eport buffer status

[E]lxecute

e

Next Event: 0.000 GOAL SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
[Albort (or [q]uit)

[D]elete

[S]how event queue
[W]aiting events
[B]uffer contents
[V]isicon

[R]eport buffer status
[E]lxecute

b

RETRIEVAL: empty
IMAGINAL: empty
MANUAL: empty

GOAL: empty
IMAGINAL-ACTION: empty
VOCAL: empty

AURAL: empty
PRODUCTION: empty
VISUAL-LOCATION: empty
AURAL-LOCATION: empty
TEMPORAL: empty
VISUAL: empty

Next Event: 0.000 GOAL SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
[Albort (or [q]uit)
[D]elete

[S]how event queue
[W]aiting events
[B]uffer contents
[V]isicon

[R]eport buffer status
[E]lxecute

0.000  ------ Stepping stopped
0.0
1
NIL
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Scheduling Events

The event system that drives ACT-R models is also available to the modeler for use in writing
experiments or other interactive tasks for the models. In fact, because ACT-R relies on the events to
trigger actions such as conflict-resolution, this is the recommended mechanism for creating
experiments or making other run-time changes. It is also essential when adding new modules. That
is because for other modules to be able to detect that a change has occurred (especially the procedural
module) those changes need to happen during an event. Therefore any change to a buffer, change of
the internal state of a module, or outside action performed by a module should be done through a

scheduled event.

When writing experiments for a model, one useful approach is to have the model’s actions trigger the
events that make changes in such a way that one only needs to call one of the ACT-R “run” functions
to execute both the model and the task. That has the benefit of not introducing any discrepancies into
the model timing relative to the task and also allows for the task to be run using the provided stepping
tools or continued after a break in the model. That is not always practical for a simple model/task
and often one may instead use a run, stop, change, run again approach (sometimes referred to as run-
stop-run or “trial at a time”). However, even when using the run-stop-run approach for a task, it is
still important to schedule any direct effects that one makes to buffers or chunks so that the model

properly notes the changes.

In general, most of the module commands will schedule some event as a response, but many of the
general commands which perform similar actions may not. For example, mod-chunk (a general
command) does not generate an event, but mod-focus (a similar command provided by the goal

module for updating its buffer) does.

Details of events

Each event has several attributes associated with it that are specified when the event is created with
one of the scheduling functions provided. Most of the time the user will not need to work with the
events directly, but there are some situations where access to the details of an event may be useful
(for instance the event hooks allow one to add commands which see each event before or after it is

executed). Here are the attributes which an event has that are accessible by the user.

time
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The simulation time at which the event will occur. All times are rounded to the millisecond when the

event is created.
priority

When multiple events are scheduled to occur at the same time they are ordered by their priorities.
The priority is either a number or one of the keywords :max or :min. An event with a priority of
:max will occur before any event at the same time which has a priority other than :max. An event
with a priority of :min will occur after any event at the same time which has a priority other than
:min. An event with a numeric priority will be executed before any other events at the same time
which have a lower numeric priority i.e. numeric priorities are ordered from highest to lowest with no
bounds on the numbers given. Events which have both the same time and same priority will occur in
the order which they were scheduled -- the earlier scheduled item will occur before the later

scheduled one.

action

The command that will be called when this event is executed. It is possible when creating an event to
specify nil as the action to just provide details in the trace, but such an event will have an action that

is indicated as internal-dummy-event-fn.

parameters

The list of values which will be passed to the action command when the event is executed.

model

The name of the model in which the event was generated and in which the action will be evaluated.

module

The name of the module indicated as creating the event or the keyword :none if no module was

specified when the event was created.

destination

If this action is to be sent to a specific module, then that module’s name can be given as the

destination and the instance of that module will be passed as the first parameter to the action. Using
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this is can be simpler and more informative than just making the instance of the module the first

element in the parameters list.

details

The details can be a string which will be output in the trace for the event. If details are specified that
is all that is printed after the time, model and module. If the details are not specified then the action

and parameters are printed in the trace.

output

Output controls under which trace-detail levels the event will be displayed. It can have a value of t,
high, medium, low, or nil. A value of t or high means it will be displayed only for the high trace
detail setting. Nil means not to show it at all. Medium means that it should be shown under both
medium and high trace details, and a value of low means it will be shown for any trace detail setting.

The output value effectively specifies the lowest detail setting for which the output will be displayed.

Event Implementation

The specific implementation of an event is not part of the API for ACT-R. The value returned when
creating an event and the values passed through a hook function that provide events will be an integer
that can be used to access the information about that event (referred to as an event-id). There is no

way to modify an event directly once it has been created.

Event Accessors

To access the information from an event using the event-id, a set of accessors are provided. Because
all of the accessors operate the same way they are all presented in one description, and there is a

remote version of each one.

Syntax:

evt-time event-id -> [ time | nil ], valid

evt-mstime event-id -> [ mstime | nil ], valid
evt-priority event-id ->[ priority | nil ], valid
evt-action event-id -> [ action | nil ], valid
evt-params event-id -> [ parameters | nil ], valid
evt-model event-id -> [ model | nil ], valid
evt-module event-id -> [ module | nil ], valid
evt-destination event-id -> [ destination | nil ], valid
evt-details event-id -> [ details | nil ], valid
evt-output event-id -> [ output | nil ], valid
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Arguments and Values:

event-id ::= an integer

time ::= the time of the event in seconds

mstime ::= the time of the event in milliseconds

priority ::= the event’s priority

action ::= the event’s action

parameters ::= the event’s parameters list

model ::= the name of the model in which the event was generated or nil

module ::= the name of the module which generated the event or :none

destination ::= the name of the module which is the destination for the event or nil
details ::= the details string of the event or nil

output ::= the output value of the event
valid = [t ] nil ]

Description:

Each of the event accessors returns two values. The second one indicates whether there was an event
which corresponds to the id provided. If it is t then the first value provided will be the appropriate
attribute from that event. If there is no event with the event-id provided then both return values will

be nil.

For the remote version of evt-action the result will be an embedded string with the value of the

action, and the remote version of evt-params will return a list which uses embedded strings to

differentiate between names and actual strings.

Examples:

1> (define-model foo0)
FOO

2> (schedule-event 1 "set-buffer-chunk" :module :vision :output 'low
:params '(visual-location chunkl1) :priority 10)
7

3> (evt-time 7)
1.0
T

4> (evt-mstime 7)
1000
T

5> (evt-priority 7)
10

T

6> (evt-action 7)
"set-buffer-chunk"
T

7> (evt-model 7)
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FOO
T

8> (evt-module 7)
:VISION

T

9> (evt-destination 7)
NIL

T

10> (evt-params 7)
(VISUAL-LOCATION CHUNK1)
T

11> (evt-details 7)
NIL

T

> (evt-output 7)

LOwW

T

E> (evt-time -4)

NIL
NIL

General Event Commands

These commands allow for getting additional information about events related to whether they will
be displayed in the trace and how their output will look.
event-displayed-p

Syntax:

event-displayed-p event-id -> [t | nil]

Remote command name:

event-displayed-p

Arguments and Values:

event-id ::= an integer

Description:

Event-displayed-p can be used to determine whether or not an event will be printed in the trace given
the current setting of the :trace-detail and :trace-filter parameters for the model in which it was

generated. If the event indicated by the given id will be printed with the current settings of that
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model’s parameters, then t is returned and if not then nil is returned. If the id does not reference a

valid event then nil is returned.

This command might be useful when working with the event hooks or for developing an interactive

stepper or tracing tool.

Examples:

> (let ((event (schedule-event-now nil :output 'medium)))
(with-parameters (:trace-detail high)
(act-r-output ":trace-detail high and :output medium : ~s"
(event-displayed-p event)))
(with-parameters (:trace-detail medium)
(act-r-output ":trace-detail medium and :output medium : ~s"
(event-displayed-p event)))
(with-parameters (:trace-detail low)
(act-r-output ":trace-detail low and :output medium : ~s"
(event-displayed-p event))))
:trace-detail high and :output medium : T
:trace-detail medium and :output medium : T
:trace-detail low and :output medium : NIL
E> (event-displayed-p 'not-an-event)
NIL

format-event

Syntax:

format-event event-id -> [event-string | nil ]
Remote command name:

format-event

Arguments and Values:

event-id ::= an integer identifying an ACT-R event
event-string ::= a string that contains the text that would be printed for this event in the trace

Description:

Format-event can be used to get a string with the representation of what the provided event will look
like in the trace when it is executed. If the event-id does not correspond to a valid ACT-R event then

nil is returned.

This would likely be used with the development of additional stepping tools or a data logger which

was tied into the event hooks to be able to record and/or display an event independently of the trace.
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Examples:

> (let ((event (schedule-event 20 "set-buffer-chunk" :params '(goal c0))))
(format-event event))
" 20.000 NONE set-buffer-chunk GOAL C@"

> (format-event 'not-event)
NIL

Scheduling Commands

Events can be generated using a variety of scheduling functions described here, as well as
automatically by certain module commands. There are three different types of events that can be
generated: model events, maintenance events, and break events. Model events are actions which are
generated by the cognitive modules or outside actions which the model may need to detect.
Maintenance events are used for actions which are not of importance to the model itself. Break
events are a special type of maintenance event which have no actions other than to terminate the

current run of the model.

Events can be scheduled to occur at a specified time, or their scheduling can be delayed until a
specified condition is met (referred to as waiting events). A waiting event may also specify whether
it should respond to only the first event that satisfies its condition or whether it will continue to
respond to new events that are scheduled and possibly change its scheduling as new events occur. A
waiting event which continues to update its scheduled position as new events occur is referred to as a
dynamic event. A dynamic event will always follow the earliest event (closest to the current time)

which satisfies its waiting condition.

There are two differences between model and maintenance events. The first is an indirect difference.
Waiting events can be specified to consider any event or only model events when determining
whether to stop waiting and actually be scheduled. The events which are scheduled by the cognitive
modules that might need to wait for other events (in particular the conflict-resolution event of the
procedural module) will only consider model events because those are the actions which are
meaningful to the model. The other difference is that a maintenance event may specify a command
as a precondition to determine whether or not it will occur. When a maintenance event with a
precondition is the next event in the queue its precondition is called with the parameters for the event.
If the precondition returns a value other than nil then the event is executed as normal. If the
precondition returns nil then the event is removed from the queue and not executed. That is another
reason why waiting events should typically only check model events. With the current

implementation of the scheduling system, a waiting event stops waiting and gets scheduled when an
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event which satisfies its waiting condition is scheduled. If the event which caused the waiting event
to be scheduled is a maintenance event and its precondition causes it to be ignored when it is its time
to be executed the scheduler does not currently have a way to return the waiting event which was
scheduled because of that maintenance event back to a waiting state, and it will be executed even

though the event it was waiting on did not actually occur.

When a new event is scheduled all of the waiting events will be tested to determine if the new event
satisfies the conditions for which those events are waiting and may schedule them to occur. If any
were scheduled, then the waiting events will be tested again based on those scheduled events, and
that will continue until no new events are scheduled. In addition to that, any waiting event which was
marked as being dynamic and which has already been scheduled will test the new events to see if the

dynamic event should be rescheduled because of the new events.

When an event’s action is executed the current model will be set to the model which generated the
event if there was one (only break events can be created without a current model). When working
with a single model that does not make a difference, but in the context of multiple models it means
that the action function does not typically need to use with-model or make any explicit checks to

ensure that it is working in the proper context.

The Lisp versions of the scheduling functions take keyword parameters for providing the features of

the event and the remote commands use an options list.

schedule-event, schedule-event-relative, schedule-event-now

Syntax:

schedule-event time action {:module module-value} {:destination destination-value} {:priority priority-value}
{:params params-value} {:time-in-ms time-units} {:details details-value}
{:maintenance maintenance-value} {:precondition precondition-value}
{:output output-value} -> [ event-id | nil ]

schedule-event-relative delta-time action {:module module-value} {:destination destination-value}
{:priority priority-value} {:params params-value} {:time-in-ms time-units}
{:details details-value} {:-maintenance maintenance-value}
{:precondition precondition-value} {:output output-value} -> [event-id | nil ]

schedule-event-now action {:-module module-value} {:destination destination-value} {:priority priority-value}
{:params params-value} {:details details-value}
{:maintenance maintenance-value} {:precondition precondition-value}
{:output output-value} -> [event-id | nil ]

Remote command name:

schedule-event time action { < module module-value, destination destination-value, priority priority-value,
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params params-value, time-in-ms time-units, details details-value,
maintenance maintenance-value, precondition precondition-value,
output output-value >}

schedule-event-relative delta-time action { < module module-value, destination destination-value,
priority priority-value, params params-value, time-in-ms time-units,
details details-value, maintenance maintenance-value,
precondition precondition-value, output output-value >}

schedule-event-now action { < module module-value, destination destination-value, priority priority-value,
params params-value, details details-value,
maintenance maintenance-value, precondition precondition-value,
output output-value >}

Arguments and Values:

time ::= a number representing an absolute time for the event in seconds or milliseconds

delta-time ::= a number in seconds or milliseconds indicating the delay before executing the event
action ::= a command identifier of the action to perform or nil

module-value ::= the module’s name which is scheduling the event (default :none)

destination-value ::= the name of a module

priority-value ::= [ :max | :min | a number] (default 0)

params-value ::= a list of values to pass to the action (default nil)

time-units ::= a generalized boolean indicating whether the time is set in milliseconds (default is nil)
maintenance-value ::= generalized boolean indicating whether this is a maintenance event (default nil)
precondition-value ::= [ nil | precondition ] (default nil)

precondition ::= a command identifier specifying a pretest to try before the action

details-value ::= a string to output in the trace or nil (default nil)

output-value ::= [t | high | medium | low | nil] (default t)

event-id ::= an integer which can be used to reference the event created

Description:

These functions schedule events to occur at particular times in the current model using the attributes
provided, and an id which can be used to access the event will be returned. Schedule-event creates
the event at the specific time provided, schedule-event-relative creates the event to occur at the

indicated time from the current time, and schedule-event-now creates the event at the current time.

If the action is nil then no command is executed when the event occurs. This can be useful if one
wants to use an event’s details to provide information in the trace without having to create a

command to do so.

If any of the parameters are invalid or there is no current model then a warning is printed, no event is

scheduled, and nil is returned.

Examples:

Note: the use of a lambda function as the event is only valid in the single-threaded mode.
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1> (mp-time)
3.0

2> (mp-show-queue)
Events in the queue:

0]

3> (schedule-event 3.5 'goal-focus-fct :priority :min :params '(new-goal) :output nil)

5

4> (schedule-event 3.5 'define-chunks-fct :priority @ :params '((new-goal)))

6

5> (schedule-event-relative 1.0 (lambda()) :details "Dummy function"

7

6> (schedule-event-now (lambda()))

8

7> (mp-show-queue)
Events in the queue:

.000
.000
.500
.500
.000

AWWWW

5

NONE
PROCEDURAL
NONE
NONE
NONE

#<Interpreted Function (unnamed)>
CONFLICT-RESOLUTION
DEFINE-CHUNKS-FCT (NEW-GOAL)
GOAL-FOCUS-FCT

Dummy function

E> (schedule-event 'bad-time (lambda ()))
#|Warning: Time must be non-negative number. |#

NIL

E> (schedule-event 0 'bad-function-name)
#|Warning: Can't schedule BAD-FUNCTION-NAME not a function or function name. |#

NIL

E> (schedule-event 10 'goal-focus :priority :min :params '(new-goal-chunk)

:maintenance t)

#|Warning: Can't schedule GOAL-FOCUS because it is a macro and not a function. |#

NIL

E> (schedule-event 0 (lambda ()) :priority 'value)
#|Warning: Priority must be a number or :min or :max. |#

NIL

E> (schedule-event 0 (lambda (x)) :params 10)
#|Warning: params must be a list. |#

NIL

E> (schedule-event 0 'pprint)
#|Warning: schedule-event called with no current model. |#

NIL

schedule-event-after-module

Syntax:

routput nil)

schedule-event-after-module after-module action {:module module-value} {:destination destination-value}
{:params params-value} {:details details-value} {:delay delay-value}
{:maintenance maintenance-value} {:dynamic dynamic-value}
{:precondition precondition-value} {:output output-value}

{zinclude-maintenance include-maintenance-value}
->[event-id | nil ] {[ t| nil | :abort]}
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Remote command name:

schedule-event-after-module after-module action { < module module-value, destination destination-value,
params params-value, details details-value,
delay delay-value, maintenance maintenance-value,
dynamic dynamic-value, output output-value,
precondition precondition-value,
include-maintenance include-maintenance-value >}

Arguments and Values:

after-module ::= the name of a module

action ::= a command identifier of the action to perform or nil

module-value ::= the name of the module scheduling the event (default :none)

destination-value ::= the name of a module

params-value ::= a list of values to pass to the action (default nil)

maintenance-value ::= generalized boolean indicating whether this is a maintenance event (default nil)

precondition-value ::= [ nil | precondition ] (default nil)

precondition ::= a command identifier specifying a pretest to try before the action

details-value ::= a string to output in the trace or nil (default nil)

output-value ::= [t | high | medium | low | nil] (default t)

delay-value ::= [ t | nil | :abort ] (default t)

include-maintenance-value ::= a generalized boolean indicating whether to consider maintenance events
when determining when to schedule this event (default nil)

dynamic-value ::= generalized boolean indicating whether to allow rescheduling (default nil)

event-id ::= an integer which can be used to reference the event created

Description:

Schedule-event-after-module creates a new event using the supplied parameters for its corresponding

attributes and the current model for its model.

If there is an event currently in the event queue with the module name of after-module and the same
model as the current model and either include-maintenance-value is true or the event is not a
maintenance event, then this new event is placed into the event queue at the time of the next such

matching event (lowest time) with a priority of :min.

If there is no event in the event queue that matches on model and module of the appropriate event
type (model or maintenance), then the value of delay-value determines what happens to the new

event.

If delay-value is t then the new event is placed into the set of waiting events to be scheduled after an

event which matches the conditions necessary to schedule this new event.
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If delay-value is nil then the new event is added to the event queue for immediate execution. Its time

will be set to the current time and its priority will be :max.

If delay-value is :abort then the new event is discarded without being scheduled or placed into the

waiting queue.

If the action is nil then no command is executed when the event occurs. This can be useful if one
wants to use an event’s details to provide information in the trace without having to create a

command to do so.

A successful schedule-event-after-module returns two values. The first value will be the event id and
the second value will be t if the event is in the waiting queue, nil if it is in the event queue, and
:abort if it was not scheduled. If there is no current model or any of the parameters are invalid, then

no event is scheduled and a single value of nil is returned.

Examples:

Note: the use of a lambda function as the event is only valid in the single-threaded mode.

1> (mp-show-queue)
Events in the queue:

0.000 PROCEDURAL CONFLICT-RESOLUTION
1

2> (schedule-event-after-module 'procedural (lambda ()) :details "Matches event")
3
NIL

3> (mp-show-queue)

Events in the queue:
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.000 NONE Matches event

2

4> (schedule-event-after-module :vision (lambda()) :details "no event and wait" :delay t)
4
T

5> (mp-show-queue)

Events in the queue:
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.000 NONE Matches event

2

6> (mp-show-waiting)
Events waiting to be scheduled:

NONE no event and wait Waiting for: (:MODULE :VISION NIL)
1
7> (schedule-event-after-module :motor (lambda()) :details "go now" :delay nil)

5
NIL
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8> (mp-show-queue)
Events in the queue:

0.000 NONE go now
0.000 PROCEDURAL CONFLICT-RESOLUTION
0.000 NONE Matches event

3

9> (schedule-event-after-module :motor (lambda()) :details "aborted" :delay :abort)
NIL
:ABORT

E> (schedule-event-after-module 'bad-name (lambda()))
#|Warning: after-module must name a module. |#
NIL

schedule-event-after-change

Syntax:

schedule-event-after-change action {:module module-value} {:destination destination-value}
{:params params-value} {:details details-value} {:delay delay-value}
{:maintenance maintenance-value} {:dynamic dynamic-value}
{:precondition precondition-value} {:output output-value}
{zinclude-maintenance include-maintenance-value}
-> [ event-id | nil ] {[ t| nil | :abort]}

Remote command name:

schedule-event-after-change action { < module module-value, destination destination-value,
params params-value, details details-value,
delay delay-value, maintenance maintenance-value,
dynamic dynamic-value, output output-value,
precondition precondition-value,
include-maintenance include-maintenance-value >}

Arguments and Values:

action ::= a command identifier of the action to perform or nil

module-value ::= the name of the module scheduling the event (default :none)

destination-value ::= the name of a module

params-value ::= a list of values to pass to the action (default nil)

maintenance-value ::= generalized boolean indicating whether this is a maintenance event (default nil)

precondition-value ::= [ nil | precondition ] (default nil)

precondition ::= a command identifier specifying a pretest to try before the action

details-value ::= a string to output in the trace or nil (default nil)

output-value ::= [t | high | medium | low | nil] (default t)

delay-value ::= [ t | nil | :abort ] (default t)

include-maintenance-value ::= a generalized boolean indicating whether to consider maintenance events
when determining when to schedule this event (default nil)

dynamic-value ::= generalized boolean indicating whether to allow rescheduling (default nil)

event-id ::= an integer which can be used to reference the event created

Description:
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Schedule-event-after-change creates a new event using the supplied parameters for its corresponding
attributes and the current model for its model. If there is any event currently in the event queue with
the same model as the current model and either include-maintenance-value is true or the event is not a
maintenance event, then this new event is placed into the event queue at the time of the next such

matching event (lowest time) with a priority of :min.

If there is no event in the event queue that matches on model and is of the appropriate event type

(model or maintenance), then the value of delay-value determines what happens to the new event.

If delay-value is t then the new event is placed into the set of waiting events to be scheduled after an

event which matches the conditions necessary to schedule this new event.

If delay-value is nil then the new event is added to the event queue for immediate execution. Its time

will be set to the current time and its priority will be :max.

If delay-value is :abort then the new event is discarded without being scheduled or placed onto the

waiting queue.

If the action is nil then no command is executed when the event occurs. This can be useful if one
wants to use an event’s details to provide information in the trace without having to create a

command to do so.

A successful schedule-event-after-change returns two values. The first value will be the event id and
the second value will be t if the event is in the waiting queue, nil if it is in the event queue, and
:abort if it was not scheduled. If there is no current model or any of the parameters are invalid, then

no event is scheduled and a single value of nil is returned.

Examples:

see schedule-even-after-module for similar examples

schedule-periodic-event

Syntax:

schedule-periodic-event period action {:module module-value} {:destination destination-value}
{:params params-value} {:details details-value}
{:initial-delay initial-delay-value} {:priority priority-value}
{:maintenance maintenance-value} {:output output-value}
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{:time-in-ms time-units}
-> [ event-id | nil ] {[ t| nil | :abort]}

Remote command name:

schedule-periodic-event period action { < module module-value, destination destination-value,
params params-value, details details-value,
initial-delay initial-delay-value, maintenance maintenance-value,
priority priority-value, output output-value,
time-in-ms time-units >}

Arguments and Values:

period ::= a number indicating the time after which this action should be evaluated again

action ::= a command identifier of the action to perform or nil

module-value ::= the name of the module which is scheduling the event (default :none)
destination-value ::= the name of a module

priority-value ::= [ :max | :min | a number] (default 0)

params-value ::= a list of values to pass to the action (default nil)

time-units ::= a generalized boolean indicating whether the time is set in milliseconds (default nil)
maintenance-value ::= generalized boolean indicating whether this is a maintenance event (default nil)
details-value ::= a string to output in the trace or nil (default nil)

output-value ::= [t | high | medium | low | nil] (default t)

initial-delay-value ::= a number indicating time before the first such event (default 0)

event-id ::= an integer which can be used to reference the event created

Description:

Schedule-periodic-event creates a new event with a time that is equal to the current time plus initial-
delay and using the other supplied parameters for its corresponding attributes and the current model
for its model. After that event occurs a new event will automatically be scheduled to occur period
seconds (or milliseconds if :time-in-ms is specified as true) after that time with the same parameters
as the initial one. That rescheduling will continue every period seconds (or milliseconds) until the

event id this function returned is deleted.

If any of the parameters are invalid or there is no current model or current meta-process then a

warning is printed, no event is scheduled, and nil is returned.

Note that there are actually two events generated for each occurrence of the event described. The
first is a maintenance event with the priority provided. It schedules the actual event described with
the parameters specified with a priority of :max (so that it should be the next event to execute) and

also schedules the next periodic event at the appropriate delay.
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If the action is nil then no command is executed when the event occurs. This can be useful if one

wants to use an event’s details to provide information in the trace without having to create a

command to do so.

Examples:

Note: the use of a lambda function as the event is only valid in the single-threaded mode.

1> (schedule-periodic-event 1 (lambda () (model-output "now")) :initial-delay .5)

3

2> (mp-show-queue)
Events in the queue:

0.000

0.000

0.500
3

3> (run 3)
0.000
now
0.500
now
1.500
now
2.500
3.000
3.0
11
NIL

NONE
PROCEDURAL
NONE

PROCEDURAL

PROCEDURAL

PROCEDURAL

PROCEDURAL

CHECK-FOR-ESC-NIL
CONFLICT-RESOLUTION
Periodic-Action Unnamed function 1

CONFLICT-RESOLUTION
CONFLICT-RESOLUTION
CONFLICT-RESOLUTION

CONFLICT-RESOLUTION
Stopped because time limit reached

E> (schedule-periodic-event nil (lambda ()))
#|Warning: period must be greater than 0. |#

NIL

schedule-break, schedule-break-relative

Syntax:

schedule-break time {:details details-value}{:priority priority-value}{:time-in-ms time-units} -> [ event-id | nil]

schedule-break-relative delta-time {:details details-value}{:priority priority-value}{:time-in-ms time-units}

Remote command name:

-> [event-id | nil ]

schedule-break time {< details details-value, priority priority-value, time-in-ms time-units >}
schedule-break-relative delta-time {< details details-value, priority priority-value, time-in-ms time-units >}

Arguments and Values:

time ::= a number representing an absolute time for the event
delta-time ::= a number representing a time delay before executing the event
details-value ::= a string to output in the trace or nil (defaults to nil)
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priority-value ::= [ :max | :min | a number] (defaults to :max)

time-units ::= a generalized boolean indicating whether the time is in milliseconds (default nil)

event-id ::= an integer which can be used to reference the event created

Description:

Schedule-break creates a new break event at the specified time with the priority-value and details-

value provided. Schedule-break-relative creates a new break event at the specified amount of time

from the current time with the priority-value and details-value provided. The model of those events

will be nil (a break event does not exist within a specific model), the module is set to :none, and the

output for that event is set to low. A break event does not have an action and is only used to stop the

scheduler. That new event is then added to the event queue and its id is returned.

If any of the parameters are invalid then a warning is printed, no event is scheduled, and nil is

returned.

Examples:

1> (schedule-break 5.5 :details "Stop by this break")
3

2> (mp-show-queue)
Events in the queue:

0.000 NONE CHECK-FOR-ESC-NIL

0.000 PROCEDURAL CONFLICT-RESOLUTION

5.500 ------ BREAK-EVENT Stop by this break
3
3> (run-full-time 10)

0.000 PROCEDURAL CONFLICT-RESOLUTION

5.500 ------ BREAK-EVENT Stop by this break
5.5
3
T

E> (schedule-break 'bad)

#|Warning: Time must be non-negative number. |#
NIL

E> (schedule-break 10 :priority 'bad)

#|Warning: Priority must be a number or :min or :max. |#
NIL

schedule-break-after-module

Syntax:

schedule-break-after-module after-module {:details details-value} {:delay delay-value}

{zdynamic dynamic-value} ->[event-id | nil J{[ t| nil | :abort ]}

Remote command name:

170



schedule-break-after-module after-module {< details details-value, delay delay-value,
dynamic dynamic-value >}
Arguments and Values:

after-module ::= the name of a module

details-value ::= a string to output in the trace or nil (defaults to nil)

delay-value ::= [ t | nil | :abort ] (defaults to t)

dynamic-value ::= generalized boolean indicating whether to allow rescheduling (defaults to nil)
event-id ::= an integer which can be used to reference the event created

Description:

Schedule-break-after-module creates a new event using the supplied parameters for its corresponding
attributes and the current model as its model. That event will be scheduled to occur after the next

event of the specified module in the same model as the current one.

If there is an event currently in the event queue with the module name of after-module for the current
model then this new break event is placed into the event queue at the time of the next such matching

event (lowest time) with a priority of :min.

If there is no event in the event queue that matches the model and module, then the delay value

determines what happens to the new break event.

If delay-value is t then the new break event is placed into the set of waiting events to be scheduled

after an event which matches the conditions necessary to schedule this new event.

If delay-value is nil then the new break event is added to the event queue for immediate execution.

Its time will be set to the current time and its priority will be :max.

If delay-value is :abort then the new break event is discarded without being scheduled or placed onto

the waiting queue.

A successful schedule-break-after-module returns two values. The first value will be the event id and
the second value will be t if the event is in the waiting queue or nil if it is in the event queue. If the
event is aborted, the first value will be nil and the second value will be :abort. If there is an invalid
parameter provided then no event is scheduled, a warning is output, and a single value of nil is

returned.

Examples:

1> (mp-show-queue)
Events in the queue:
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0.000 NONE
0.000 PROCEDURAL
2

2> (schedule-break-after-module 'procedural :details "after procedural")

3
NIL

3> (mp-show-queue)

Events in the queue:
0.000  NONE
0.000  PROCEDURAL
0.000 ------

3

4> (schedule-break-after-module :vision :details "waiting for vision")

4
T

5> (mp-show-queue)

Events in the queue:
0.000 NONE
0.000 PROCEDURAL
0.000  ------

3

6> (mp-show-waiting)
Events waiting to be scheduled:

CHECK-FOR-ESC-NIL
CONFLICT-RESOLUTION

CHECK-FOR-ESC-NIL
CONFLICT-RESOLUTION
BREAK-EVENT after procedural

CHECK-FOR-ESC-NIL
CONFLICT-RESOLUTION
BREAK-EVENT after procedural

------ BREAK-EVENT waiting for vision Waiting for:

7> (schedule-break-after-module :vision :details '"not waiting on vision"

5
NIL

8> (mp-show-queue)
Events in the queue:

CHECK-FOR-ESC-NIL

BREAK-EVENT not waiting on vision
CONFLICT-RESOLUTION

BREAK-EVENT after procedural

9> (schedule-break-after-module :vision :delay :abort)

0.000  NONE
0.000  ------
0.000  PROCEDURAL
0.000  ------

4

NIL

: ABORT

10> (mp-show-queue)
Events in the queue:

0.000  NONE
0.000  ------
0.000  PROCEDURAL
0.000  ------

4

11> (mp-show-waiting)
Events waiting to be scheduled:

CHECK-FOR-ESC-NIL

BREAK-EVENT not waiting on vision
CONFLICT-RESOLUTION

BREAK-EVENT after procedural

------ BREAK-EVENT waiting for vision Waiting for:

E> (schedule-break-after-module :bad)
#|Warning: after-module must name a module. |#

NIL

(:MODULE :VISION T)

:delay nil)

(:MODULE :VISION T)



schedule-break-after-all

Syntax:

schedule-break-after-all {details} -> event-id
Remote command name:
schedule-break-after-all

Arguments and Values:

details ::= a string to output in the trace or nil (defaults to nil)

event-id ::= an integer which can be used to reference the event created

Description:

Schedule-break-after-all creates a new break event with the provided details. The time for this new

event is the greatest time of any event currently in the event queue and its priority is :min. It will be

inserted into the event queue such that it will occur after all of the events currently scheduled. The id

of the event created is returned.

Examples:

1> (mp-show-queue)
Events in the queue:

0.000 NONE CHECK-FOR-ESC-NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
9.000 NONE future event

3

2> (schedule-break-after-all "at the end")
4

3> (mp-show-queue)
Events in the queue:

0.000 NONE CHECK-FOR-ESC-NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
9.000 NONE future event

9.000 ------ BREAK-EVENT at the end

delete-event

Syntax:
delete-event event-id -> [t | nil]

Remote command name:
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delete-event

Arguments and Values:

event-id ::= an integer which was returned by one of the scheduling functions to represent an event
Description:

If event-id represents an event which is currently in either the event queue or the waiting queue then

delete-event removes that event from the queue it is in and returns t.

If the item is not in either event queue no action is taken and nil is returned. If an invalid value is

provided a warning is printed and nil is returned.

Examples:

1> (schedule-event 4 (lambda ()) :details "the event")
3

2> (mp-show-queue)
Events in the queue:

0.000 NONE CHECK-FOR-ESC-NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
4,000 NONE the event

3

3> (delete-event 3)
T

4> (mp-show-queue)
Events in the queue:
0.000 NONE CHECK-FOR-ESC-NIL
0.000 PROCEDURAL CONFLICT-RESOLUTION
2

5> (delete-event 3)
NIL

E> (delete-event -1)
NIL

E> (delete-event 'bad)

#|Warning: BAD is not a valid event identifier. |#
NIL

Event Hooks

In addition to being able to schedule events it is possible to add commands which can monitor the
events as they are executed. One can add what is called an “event hook” command which will be
passed the event id of each event in the queue either before or after it is executed. The event hook
can be used for recording information about what has happened in the model (for instance if one

wanted to add an alternate tracing mechanism) or for checking for particular events to occur for data
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collection or other purposes. When created, a hook command is added to the meta-process and
persists across a reset. They are only removed if they are explicitly deleted with the delete-event-

hook command or when a call to clear-all happens.

add-pre-event-hook, add-post-event-hook

Syntax:

add-pre-event-hook hook-fn {warn-for-duplicate} -> [ hook-id | nil ]
add-post-event-hook hook-fn {warn-for-duplicate} -> [ hook-id | nil ]

Remote command name:

add-pre-event-hook
add-post-event-hook

Arguments and Values:

hook-fn ::= a command identifier of the action to perform

hook-id ::= a number which is the reference for the hook function that was added

warn-for-duplicate ::= a generalized boolean which indicates whether or not to show a warning if
the same function is attempted to be put on the event hook again (default is t)

Description:

If hook-fn is a valid command which is not already in the set of event hooks indicated (either pre or
post) for the meta-process then it will be added to the appropriate set of event hooks. The commands
for the pre-event hooks will be called before each event on the queue is evaluated and the post-hook
commands will be called after each event is evaluated. The hook command will be passed the event

id of that event as its only parameter.

If the hook command is added to one of the meta-process event hook sets, then a unique hook-id is

returned which can be used to explicitly remove that command from the set of event hooks.

If hook-fn is invalid then a warning is printed and nil is returned. If hook-fn is already in the
indicated set of event hooks then nil is also returned and a warning is printed unless warn-for-

duplicate is provided as nil.

The return value of the hook-fn set as a post-event is ignored. The return value of the hook-fn set as
a pre-event it tested by the scheduler and if it is the string “break” then that will force the schedule to
stop running as if a break event had been scheduled before the event that triggered the calling of the

pre-event hook-fn.

175



Examples:

This example assumes that the count model from unit 1 of the tutorial is loaded.

1> (defun show-event (id)
(model-output "Hook sees event from module: ~s" (evt-module id)))

SHOW-EVENT
2> (add-pre-event-hook 'show-event)
c]
3> (run .05)
Hook sees event from module: :NONE
Hook sees event from module: GOAL

0.000 GOAL SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
Hook sees event from module: PROCEDURAL

0.000 PROCEDURAL CONFLICT-RESOLUTION
Hook sees event from module: PROCEDURAL

0.000 PROCEDURAL PRODUCTION-SELECTED START
Hook sees event from module: PROCEDURAL
Hook sees event from module: PROCEDURAL

0.000 PROCEDURAL BUFFER-READ-ACTION GOAL
Hook sees event from module: GOAL
Hook sees event from module: PROCEDURAL

0.050 PROCEDURAL PRODUCTION-FIRED START
Hook sees event from module: PROCEDURAL

0.050 PROCEDURAL MOD-BUFFER-CHUNK GOAL
Hook sees event from module: PROCEDURAL

0.050 PROCEDURAL MODULE-REQUEST RETRIEVAL
Hook sees event from module: PROCEDURAL

0.050 PROCEDURAL CLEAR-BUFFER RETRIEVAL
Hook sees event from module: DECLARATIVE

0.050 DECLARATIVE start-retrieval
Hook sees event from module: PROCEDURAL

0.05
13
NIL

0.050  PROCEDURAL
0.050  ------

CONFLICT-RESOLUTION
Stopped because time limit reached

4E> (add-pre-event-hook 'show-event)

#|Warning: SHOW-EVENT is already on the pre-event-hook list not added again |#

NIL

5> (add-pre-event-hook 'show-event nil)
NIL

1> (defvar *e-count* 0)
0

2> (defun pre-event-break (e)
(declare (ignore e))
(when (> (incf *e-count*) 6)

"break"))

PRE-EVENT -BREAK

3> (add-pre-event-hook 'pre-event-break)

0]

4> (run 1)

0.000 GOAL

0.000 PROCEDURAL
0.000 PROCEDURAL
0.000 PROCEDURAL

SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
CONFLICT-RESOLUTION
PRODUCTION-SELECTED START
BUFFER-READ-ACTION GOAL
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0.000  ------ BREAK-EVENT forced by a pre-event hook

E> (add-pre-event-hook 'bad)
#|Warning: parameter BAD to add-pre-event-hook is not a function |#
NIL

delete-event-hook

Syntax:
delete-event-hook hook-id -> [ hook-fn | nil]

Remote command name:

delete-event-hook
Arguments and Values:

hook-id ::= a hook function id returned by one of the add event hook functions
hook-fn ::= the command identifier that was removed from the event hook

Description:

If the event hook command associated with hook-id is still a member of the set of event hooks in the

current meta-process then it is removed from the set of hook commands and the command identifier

that was used to create the event hook is returned.

If hook-id does not correspond to the id of an event hook or the command has already been removed

from the set of event hooks then nil is returned.

Examples:

This example assumes that the count model from unit 1 of the tutorial is loaded.

1> (defun show-event (id)

(model-output "Hook sees event from module: ~s" (evt-module id)))

SHOW-EVENT

2> (add-post-event-hook 'show-event)
(0]

3> (run .01)
Hook sees event from module: :NONE

0.000 GOAL SET-BUFFER-CHUNK GOAL FIRST-GOAL NIL
Hook sees event from module: GOAL

0.000 PROCEDURAL CONFLICT-RESOLUTION
Hook sees event from module: PROCEDURAL

0.000 PROCEDURAL PRODUCTION-SELECTED START

Hook sees event from module: PROCEDURAL
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Hook sees event from module:

0.000 PROCEDURAL

Hook sees event from module:
Hook sees event from module:
Hook sees event from module:

0.010  ------
0.01

;

NIL

4> (delete-event-hook 0)
SHOW-EVENT

5> (run .05)

0.050 PROCEDURAL
0.050 PROCEDURAL
0.050 PROCEDURAL
0.050 PROCEDURAL
0.050 DECLARATIVE
0.050 PROCEDURAL
0.060  ------

0.05

6

NIL

6> (delete-event-hook 0)
NIL

E> (delete-event-hook 'bad)
NIL

PROCEDURAL

BUFFER-READ-ACTION GOAL

PROCEDURAL

GOAL
:NONE

Stopped because time limit reached

PRODUCTION-FIRED START
MOD-BUFFER-CHUNK GOAL
MODULE-REQUEST RETRIEVAL
CLEAR-BUFFER RETRIEVAL
start-retrieval
CONFLICT-RESOLUTION

Stopped because time limit reached

178



About the Included Modules and Components

The modules that are included with ACT-R fall into three general categories. The first is system or
control modules and components which are not based on the theory and only serve to provide
functionality in the software. The second and third categories are the cognitive modules which
represent the theory of ACT-R. Those are subdivided into modules which provide the perceptual and
motor actions which allow models to interact with an environment and modules which represent
cognitive capabilities completely within the model. The only reason for distinguishing between the
two types of cognitive modules is that the perceptual and motor modules include an interface for

interacting with the world whereas the purely cognitive modules do not.

In addition to the modules there are also components which provide important functionality for the
software. The components operate independently of models (unlike modules where each model has
its own instance of a module) and are not based on the ACT-R theory — they are all purely a construct

of the software system.

Most of the remaining sections of this manual will be describing the modules and components of the
system. When describing those items the general operation will be provided along with any
parameters and commands that it makes available. For the modules, it will also indicate the buffers

which the module has (if any) and the requests and queries which are available through those buffers.
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Printing module

The printing module provides the modeler with some control over the level of output which the
system provides as well as some options for redirecting output instead of using the standard trace
signals. That control is provided through several parameters to configure the output. The commands

available for outputting information are described in the Printing and Output section. This is a

software module and thus does not have a buffer or affect the results of a model’s operation.

This module is named printing-module and will always be available.

Parameters

:cbct

The copy buffer chunk trace parameter. This parameter controls whether or not an event will be

shown in the trace indicating that a buffer has made a copy of a chunk. It can take a value of t or nil.
The default is nil.

If it is set to t then an event like this will be shown in the trace each time a buffer makes a copy of a
chunk:

0.000 BUFFER Buffer GOAL copied chunk FIRST-GOAL to GOAL-CHUNKO

It is always attributed to a module named “buffer” and indicates which buffer made the copy along
with the name of the original chunk and the name of the copy. Those events will be shown with the
high and medium trace detail settings. Note that the chunk copied to is not always a new chunk as

shown here from the count model in unit 1 of the tutorial:

0.160  BUFFER Buffer RETRIEVAL copied chunk TWO to RETRIEVAL-CHUNKO
0.200  BUFFER Buffer RETRIEVAL copied chunk THREE to RETRIEVAL-CHUNKO
See the buffers section for more information about copying.

:cmdt

The command trace parameter controls where the command output is displayed.

The possible values for :cmdt are:
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* nil - this turns off the command output for this model

* t-send the command output to the command trace

* astring — it attempts to open a file using that string as the name and if successful appends all
command output to that file

* aLisp stream — the command output is sent to that stream

* a Lisp pathname — it attempts to open the specified file and if successful it appends all

command output to that file
The default value is t.

If a file is used, it will be opened when the parameter is set and closed when either the parameter is
changed again or the model is deleted. Note that for file output the actual output to the file may be
buffered in Lisp before being written. Thus, that output file should not be opened or read by anything
else until the model is done with its output. Resetting or deleting the model will signal that it is done
as will setting the :cmdt parameter to some other value, and setting it to nil is a safe way to signal that

the output is done and have the file closed safely.

:model-warnings

The model-warnings parameter controls wheth